**Python 学习笔记**

**学习内容：**[**http://www.liaoxuefeng.com**](http://www.liaoxuefeng.com)
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**Python基础**

**基础知识**

以#开头的语句是注释，注释是给人看的，可以是任意内容，解释器会忽略掉注释,python注释用的是符号#，但只能注释一行，如果要写一大片文字，最好还是使用三个单引号进行注释。其他每一行都是一个语句，当语句以冒号:结尾时，缩进的语句视为代码块。

缩进有利有弊。好处是强迫你写出格式化的代码，但没有规定缩进是几个空格还是Tab。按照约定俗成的管理，应该始终坚持使用4个空格的缩进。

缩进的另一个好处是强迫你写出缩进较少的代码，你会倾向于把一段很长的代码拆分成若干函数，从而得到缩进较少的代码。

缩进的坏处就是“复制－粘贴”功能失效了，这是最坑爹的地方。当你重构代码时，粘贴过去的代码必须重新检查缩进是否正确。此外，IDE很难像格式化Java代码那样格式化Python代码。

最后，请务必注意，Python程序是大小写敏感的，如果写错了大小写，程序会报错。

字符串

字符串是以单引号'或双引号"括起来的任意文本，比如'abc'，"xyz"等等。请注意，''或""本身只是一种表示方式，不是字符串的一部分，因此，字符串'abc'只有a，b，c这3个字符。如果'本身也是一个字符，那就可以用""括起来，比如"I'm OK"包含的字符是I，'，m，空格，O，K这6个字符。

如果字符串内部既包含'又包含"怎么办？可以用转义字符\来标识，比如：

'I\'m \"OK\"!'

表示的字符串内容是：

I'm "OK"!

转义字符\可以转义很多字符，比如\n表示换行，\t表示制表符，字符\本身也要转义，所以\\表示的字符就是\。

如果字符串里面有很多字符都需要转义，就需要加很多\，为了简化，Python还允许用r''表示''内部的字符串默认不转义，可以自己试试：

>>> print('\\\t\\')

\ \

>>> print(r'\\\t\\')

\\\t\\

执行a = 'ABC'，解释器创建了字符串'ABC'和变量a，并把a指向'ABC'：

![py-var-code-1](data:image/png;base64,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)

执行b = a，解释器创建了变量b，并把b指向a指向的字符串'ABC'：

![py-var-code-2](data:image/png;base64,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)

执行a = 'XYZ'，解释器创建了字符串'XYZ'，并把a的指向改为'XYZ'，但b并没有更改：
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所以，最后打印变量b的结果自然是'ABC'了。

**字符编码**

现代操作系统和大多数编程语言都直接支持Unicode。

现在，捋一捋ASCII编码和Unicode编码的区别：ASCII编码是1个字节，而Unicode编码通常是2个字节。

新的问题又出现了：如果统一成Unicode编码，乱码问题从此消失了。但是，如果你写的文本基本上全部是英文的话，用Unicode编码比ASCII编码需要多一倍的存储空间，在存储和传输上就十分不划算。

所以，本着节约的精神，又出现了把Unicode编码转化为“可变长编码”的UTF-8编码。UTF-8编码把一个Unicode字符根据不同的数字大小编码成1-6个字节，常用的英文字母被编码成1个字节，汉字通常是3个字节，只有很生僻的字符才会被编码成4-6个字节。如果你要传输的文本包含大量英文字符，用UTF-8编码就能节省空间：

|  |  |  |  |
| --- | --- | --- | --- |
| **字符** | **ASCII** | **Unicode** | **UTF-8** |
| A | 01000001 | 00000000 01000001 | 01000001 |
| 中 | x | 01001110 00101101 | 11100100 10111000 10101101 |

搞清楚了ASCII、Unicode和UTF-8的关系，我们就可以总结一下现在计算机系统通用的字符编码工作方式：

在计算机内存中，统一使用Unicode编码，当需要保存到硬盘或者需要传输的时候，就转换为UTF-8编码。

用记事本编辑的时候，从文件读取的UTF-8字符被转换为Unicode字符到内存里，编辑完成后，保存的时候再把Unicode转换为UTF-8保存到文件：
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由于Python源代码也是一个文本文件，所以，当你的源代码中包含中文的时候，在保存源代码时，就需要务必指定保存为UTF-8编码。当Python解释器读取源代码时，为了让它按UTF-8编码读取，我们通常在文件开头写上这两行：

*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

第一行注释是为了告诉Linux/OS X系统，这是一个Python可执行程序，Windows系统会忽略这个注释；

第二行注释是为了告诉Python解释器，按照UTF-8编码读取源代码，否则，你在源代码中写的中文输出可能会有乱码。

申明了UTF-8编码并不意味着你的.py文件就是UTF-8编码的，必须并且要确保文本编辑器正在使用UTF-8 without BOM编码：
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**如果.py文件本身使用UTF-8编码，并且也申明了# -\*- coding: utf-8 -\*-，打开命令提示符测试就可以正常显示中文。**

**格式化**

在Python中，采用的格式化方式和C语言是一致的，用%实现，举例如下：

常见的占位符有：

|  |  |
| --- | --- |
| %d | 整数 |
| %f | 浮点数 |
| %s | 字符串 |
| %x | 十六进制整数 |

其中，格式化整数和浮点数还可以指定是否补0和整数与小数的位数：

>>> '%2d-%02d' % (3, 1)

' 3-01'

>>> '%.2f' % 3.1415926

'3.14'

如果你不太确定应该用什么，%s永远起作用，它会把任何数据类型转换为字符串：

>>> 'Age: %s. Gender: %s' % (25, True)

'Age: 25. Gender: True'

**List列表**

Python内置的一种数据类型是列表：list。list是一种有序的集合，可以随时添加和删除其中的元素。

比如，列出班里所有同学的名字，就可以用一个list表示：

>>> classmates = ['Michael', 'Bob', 'Tracy']

>>> classmates

['Michael', 'Bob', 'Tracy']

变量classmates就是一个list。**用len()函数可以获得list元素的个数：**

用索引来访问list中每一个位置的元素，**记得索引是从0开始的：**

当索引超出了范围时，Python会报一个IndexError错误，所以，要确保索引不要越界，记得**最后一个元素的索引是len(classmates) - 1。**

如果要取最后一个元素，除了计算索引位置外，还**可以用-1做索引，直接获取最后一个元素：**

>>> classmates[-1]

'Tracy'

以此类推，可以获取倒数第2个、倒数第3个：

>>> classmates[-2]

'Bob'

>>> classmates[-3]

'Michael'

list是一个可变的有序表，所以，可以往list中追加元素到末尾：

>>> **classmates.append('Adam')**

>>> classmates

['Michael', 'Bob', 'Tracy', 'Adam']

也可以把元素插入到指定的位置，比如索引号为1的位置：

>>> **classmates.insert(1, 'Jack')**

要**删除指定位置的元素，用pop(i)方法，其中i是索引位置**：

>>> classmates.pop(1)

要把某个元素替换成别的元素，可以直接赋值给对应的索引位置：

>>> classmates[1] = 'Sarah'

list里面的元素的数据类型也可以不同，比如：

>>> L = ['Apple', 123, True]

list元素也可以是另一个list，比如：

>>> s = ['python', 'java', ['asp', 'php'], 'scheme']

要注意s只有4个元素，其中s[2]又是一个list，如果拆开写就更容易理解了：

>>> p = ['asp', 'php']

>>> s = ['python', 'java', p, 'scheme']

要拿到'php'可以写p[1]或者**s[2][1]**，因此s可以看成是一个二维数组，类似的还有三维、四维……数组，不过很少用到。

如果一个list中一个元素也没有，就是**一个空的list，它的长度为0**：

>>> L = []

**Tuple元组**

另一种有序列表叫元组：tuple。tuple和list非常类似，但是**tuple一旦初始化就不能修改**，比如同样是列出同学的名字：

>>> classmates = ('Michael', 'Bob', 'Tracy')

现在，classmates这个tuple不能变了，它也**没有append()，insert()这样的方法**。其他获取元素的方法和list是一样的，你可以正常地使用classmates[0]，classmates[-1]，但不能赋值成另外的元素。

不可变的tuple有什么意义？因为tuple不可变，所以代码更安全。如果可能，能用tuple代替list就尽量用tuple。

**条件判断**

根据Python的缩进规则，如果if语句判断是True，就把缩进的两行print语句执行了，否则，什么也不做。

也可以给if添加一个else语句，意思是，如果if判断是False，不要执行if的内容，去把else执行了：

age = 3

**if age >= 18:**

**print('your age is', age)**

**print('adult')**

**else:**

**print('your age is', age)**

**print('teenager')**

注意不要少写了冒号:。

**elif是else if的缩写，完全可以有多个elif，所以if语句的完整形式就是：**

if <条件判断1>:

<执行1>

elif <条件判断2>:

<执行2>

elif <条件判断3>:

<执行3>

else:

<执行4>

**循环**

Python的循环有两种，**一种是for...in循环，依次把list或tuple中的每个元素迭代出来**，看例子：

names = ['Michael', 'Bob', 'Tracy']

**for** name **in** names:

print(name)

如果要计算1-100的整数之和，从1写到100有点困难，幸好Python提供一个range()函数，可以生成一个整数序列

range(101)就可以生成0-100的整数序列，计算如下：

sum = 0

**for** x **in** range(101):

sum = sum + x

print(sum)

**第二种循环是while循环，只要条件满足，就不断循环**，条件不满足时退出循环。

**Dict字典**

**Python内置了字典：dict的支持，dict全称dictionary，在其他语言中也称为map，使用键-值（key-value）存储，具有极快的查找速度。**

用Python写一个dict如下：

>>> d = {'Michael': 95, 'Bob': 75, 'Tracy': 85}

>>> d['Michael']

95

由于一个key只能对应一个value，所以，多次对一个key放入value，后面的值会把前面的值冲掉。

要避免key不存在的错误，有两种办法，一是通过in判断key是否存在：

>>> 'Thomas' **in** d

False

二是通过dict提供的get方法，如果key不存在，可以返回None，或者自己指定的value：

>>> d.get('Thomas')

>>> d.get('Thomas', -1)

-1

注意：返回None的时候Python的交互式命令行不显示结果。

要删除一个key，用pop(key)方法，对应的value也会从dict中删除。

dict可以用在需要高速查找的很多地方，在Python代码中几乎无处不在，正确使用dict非常重要，需要牢记的第一条就是**dict的key必须是不可变对象。**

这是因为dict根据key来计算value的存储位置，如果每次计算相同的key得出的结果不同，那dict内部就完全混乱了。这个通过key计算位置的算法称为哈希算法（Hash）。

要保证hash的正确性，作为key的对象就不能变。在Python中，字符串、整数等都是不可变的，因此，可以放心地作为key。而list是可变的，就不能作为key：

**Set集合**

**set和dict类似，也是一组key的集合，但不存储value。由于key不能重复，所以，在set中，没有重复的key。**

**要创建一个set，需要提供一个list作为输入集合：**

重复元素在set中自动被过滤：

>>> s = set([1, 1, 2, 2, 3, 3])

>>> s

{1, 2, 3}

通过add(key)方法可以添加元素到set中，可以重复添加，但不会有效果：

>>> s.add(4)

>>> s

{1, 2, 3, 4}

>>> s.add(4)

>>> s

{1, 2, 3, 4}

通过remove(key)方法可以删除元素：

>>> s.remove(4)

>>> s

{1, 2, 3}

set可以看成数学意义上的无序和无重复元素的集合，因此，**两个set可以做数学意义上的交集、并集等操作：**

>>> s1 = set([1, 2, 3])

>>> s2 = set([2, 3, 4])

>>> s1 & s2

{2, 3}

>>> s1 | s2

{1, 2, 3, 4}

**函数**

函数名其实就是指向一个函数对象的引用，完全可以把函数名赋给一个变量，相当于给这个函数起了一个“别名”：

>>> a = abs *# 变量a指向abs函数*

>>> a(-1) *# 所以也可以通过a调用abs函数*

1

**定义函数**

**在Python中，定义一个函数要使用def语句，依次写出函数名、括号、括号中的参数和冒号:，然后，在缩进块中编写函数体，函数的返回值用return语句返回。**

我们以自定义一个求绝对值的my\_abs函数为例：

**def** **my\_abs**(x):

**if** x >= 0:

**return** x

**else**:

**return** -x

如果没有return语句，函数执行完毕后也会返回结果，只是结果为None。

return None可以简写为return。

如果你已经把my\_abs()的函数定义保存为abstest.py文件了，那么，可以在该文件的当前目录下启动Python解释器，用from abstest import my\_abs来导入my\_abs()函数，注意abstest是文件名（不含.py扩展名）。

### 空函数

如果想定义一个什么事也不做的空函数，可以用pass语句：

**def** **nop**():

**pass**

**pass语句什么都不做，那有什么用？实际上pass可以用来作为占位符，比如现在还没想好怎么写函数的代码，就可以先放一个pass，让代码能运行起来。**

pass还可以用在其他语句里，比如：

**if** age >= 18:

**pass**

缺少了pass，代码运行就会有语法错误。

### 返回多个值

函数可以返回多个值吗？答案是肯定的。

比如在游戏中经常需要从一个点移动到另一个点，给出坐标、位移和角度，就可以计算出新的新的坐标：

**import** math

**def** **move**(x, y, step, angle=0):

nx = x + step \* math.cos(angle)

ny = y - step \* math.sin(angle)

**return nx, ny**

import math语句表示导入math包，并允许后续代码引用math包里的sin、cos等函数。

然后，我们就可以同时获得返回值：

>>> x, y = move(100, 100, 60, math.pi / 6)

>>> print(x, y)

151.96152422706632 70.0

但其实这只是一种假象，Python函数返回的仍然是单一值：

>>> r = move(100, 100, 60, math.pi / 6)

>>> print(r)

(151.96152422706632, 70.0)

原来返回值是一个tuple！但是，在语法上，返回一个tuple可以省略括号，而多个变量可以同时接收一个tuple，按位置赋给对应的值，所以，Python的函数返回多值其实就是返回一个tuple，但写起来更方便。

**函数的参数**

Python的函数定义非常简单，但灵活度却非常大。**除了正常定义的必选参数外，还可以使用默认参数、可变参数和关键字参数**，使得函数定义出来的接口，不但能处理复杂的参数，还可以简化调用者的代码。

### 位置参数

我们先写一个计算x2的函数：

**def** **power**(x):

**return** x \* x

对于power(x)函数，参数x就是一个位置参数。

当我们调用power函数时，必须传入有且仅有的一个参数x：

>>> power(5)

25

>>> power(15)

225

现在，如果我们要计算x3怎么办？可以再定义一个power3函数，但是如果要计算x4、x5……怎么办？我们不可能定义无限多个函数。

你也许想到了，可以把power(x)修改为power(x, n)，用来计算xn，说干就干：

**def power(x, n):**

s = 1

**while** n > 0:

n = n - 1

s = s \* x

**return** s

对于这个修改后的power(x, n)函数，可以计算任意n次方：

>>> power(5, 2)

25

>>> power(5, 3)

125

修改后的power(x, n)函数有两个参数：x和n，这两个参数都是位置参数，调用函数时，传入的两个值按照位置顺序依次赋给参数x和n。

### 默认参数

新的power(x, n)函数定义没有问题，但是，旧的调用代码失败了，原因是我们增加了一个参数，导致旧的代码因为缺少一个参数而无法正常调用：

>>> power(5)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: power() missing 1 required positional argument: 'n'

Python的错误信息很明确：调用函数power()缺少了一个位置参数n。

这个时候，默认参数就排上用场了。由于我们经常计算x2，所以，完全可以把第二个参数n的默认值设定为2：

**def** **power**(x, n=2):

s = 1

**while** n > 0:

n = n - 1

s = s \* x

**return** s

这样，当我们调用power(5)时，相当于调用power(5, 2)：

>>> power(5)

25

>>> power(5, 2)

25

而对于n > 2的其他情况，就必须明确地传入n，比如power(5, 3)。

从上面的例子可以看出，默认参数可以简化函数的调用。设置默认参数时，有几点要注意：

一是必选参数在前，默认参数在后，否则Python的解释器会报错（思考一下为什么默认参数不能放在必选参数前面）；

二是如何设置默认参数。

当函数有多个参数时，把变化大的参数放前面，变化小的参数放后面。变化小的参数就可以作为默认参数。

使用默认参数有什么好处？最大的好处是能降低调用函数的难度。

举个例子，我们写个一年级小学生注册的函数，需要传入name和gender两个参数：

**def** **enroll**(name, gender):

print('name:', name)

print('gender:', gender)

这样，调用enroll()函数只需要传入两个参数：

>>> enroll('Sarah', 'F')

name: Sarah

gender: F

如果要继续传入年龄、城市等信息怎么办？这样会使得调用函数的复杂度大大增加。

我们可以把年龄和城市设为默认参数：

**def** **enroll**(name, gender, age=6, city='Beijing'):

print('name:', name)

print('gender:', gender)

print('age:', age)

print('city:', city)

这样，大多数学生注册时不需要提供年龄和城市，只提供必须的两个参数：

>>> enroll('Sarah', 'F')

name: Sarah

gender: F

age: 6

city: Beijing

只有与默认参数不符的学生才需要提供额外的信息：

enroll('Bob', 'M', 7)

enroll('Adam', 'M', city='Tianjin')

可见，默认参数降低了函数调用的难度，而一旦需要更复杂的调用时，又可以传递更多的参数来实现。无论是简单调用还是复杂调用，函数只需要定义一个。

有多个默认参数时，调用的时候，既可以按顺序提供默认参数，比如调用enroll('Bob', 'M', 7)，意思是，除了name，gender这两个参数外，最后1个参数应用在参数age上，city参数由于没有提供，仍然使用默认值。

也可以不按顺序提供部分默认参数。当不按顺序提供部分默认参数时，需要把参数名写上。比如调用enroll('Adam', 'M', city='Tianjin')，意思是，city参数用传进去的值，其他默认参数继续使用默认值。

默认参数很有用，但使用不当，也会掉坑里。默认参数有个最大的坑，演示如下：

先定义一个函数，传入一个list，添加一个END再返回：

**def** **add\_end**(L=[]):

L.append('END')

**return** L

当你正常调用时，结果似乎不错：

>>> add\_end([1, 2, 3])

[1, 2, 3, 'END']

>>> add\_end(['x', 'y', 'z'])

['x', 'y', 'z', 'END']

当你使用默认参数调用时，一开始结果也是对的：

>>> add\_end()

['END']

但是，再次调用add\_end()时，结果就不对了：

>>> add\_end()

['END', 'END']

>>> add\_end()

['END', 'END', 'END']

很多初学者很疑惑，默认参数是[]，但是函数似乎每次都“记住了”上次添加了'END'后的list。

原因解释如下：

Python函数在定义的时候，默认参数L的值就被计算出来了，即[]，因为默认参数L也是一个变量，它指向对象[]，每次调用该函数，如果改变了L的内容，则下次调用时，默认参数的内容就变了，不再是函数定义时的[]了。

所以，定义默认参数要牢记一点：默认参数必须指向不变对象！

要修改上面的例子，我们可以用None这个不变对象来实现：

**def** **add\_end**(L=None):

**if** L **is** None:

L = []

L.append('END')

**return** L

现在，无论调用多少次，都不会有问题：

>>> add\_end()

['END']

>>> add\_end()

['END']

为什么要设计str、None这样的不变对象呢？因为不变对象一旦创建，对象内部的数据就不能修改，这样就减少了由于修改数据导致的错误。此外，由于对象不变，多任务环境下同时读取对象不需要加锁，同时读一点问题都没有。我们在编写程序时，如果可以设计一个不变对象，那就尽量设计成不变对象。

### 可变参数

在Python函数中，还可以定义可变参数。顾名思义，可变参数就是传入的参数个数是可变的，可以是1个、2个到任意个，还可以是0个。

我们以数学题为例子，给定一组数字a，b，c……，请计算a2 + b2 + c2 + ……。

要定义出这个函数，我们必须确定输入的参数。由于参数个数不确定，我们首先想到可以把a，b，c……作为一个list或tuple传进来，这样，函数可以定义如下：

**def** **calc**(numbers):

sum = 0

**for** n **in** numbers:

sum = sum + n \* n

**return** sum

但是调用的时候，需要先组装出一个list或tuple：

>>> calc([1, 2, 3])

14

>>> calc((1, 3, 5, 7))

84

如果利用可变参数，调用函数的方式可以简化成这样：

>>> calc(1, 2, 3)

14

>>> calc(1, 3, 5, 7)

84

所以，我们把函数的参数改为可变参数：

**def** **calc**(\*numbers):

sum = 0

**for** n **in** numbers:

sum = sum + n \* n

**return** sum

定义可变参数和定义一个list或tuple参数相比，仅仅在参数前面加了一个\*号。在函数内部，参数numbers接收到的是一个tuple，因此，函数代码完全不变。但是，调用该函数时，可以传入任意个参数，包括0个参数：

>>> calc(1, 2)

5

>>> calc()

0

如果已经有一个list或者tuple，要调用一个可变参数怎么办？可以这样做：

>>> nums = [1, 2, 3]

>>> calc(nums[0], nums[1], nums[2])

14

这种写法当然是可行的，问题是太繁琐，所以Python允许你在list或tuple前面加一个\*号，把list或tuple的元素变成可变参数传进去：

>>> nums = [1, 2, 3]

>>> calc(\*nums)

14

\*nums表示把nums这个list的所有元素作为可变参数传进去。这种写法相当有用，而且很常见。

### 关键字参数

**可变参数允许你传入0个或任意个参数，这些可变参数在函数调用时自动组装为一个tuple。而关键字参数允许你传入0个或任意个含参数名的参数，这些关键字参数在函数内部自动组装为一个dict。**请看示例：

**def** **person**(name, age, \*\*kw):

print('name:', name, 'age:', age, 'other:', kw)

函数person除了必选参数name和age外，还接受关键字参数kw。在调用该函数时，可以只传入必选参数：

>>> person('Michael', 30)

name: Michael age: 30 other: {}

也可以传入任意个数的关键字参数：

>>> person('Bob', 35, city='Beijing')

name: Bob age: 35 other: {'city': 'Beijing'}

>>> person('Adam', 45, gender='M', job='Engineer')

name: Adam age: 45 other: {'gender': 'M', 'job': 'Engineer'}

关键字参数有什么用？它可以扩展函数的功能。比如，在person函数里，我们保证能接收到name和age这两个参数，但是，如果调用者愿意提供更多的参数，我们也能收到。试想你正在做一个用户注册的功能，除了用户名和年龄是必填项外，其他都是可选项，利用关键字参数来定义这个函数就能满足注册的需求。

和可变参数类似，也可以先组装出一个dict，然后，把该dict转换为关键字参数传进去：

>>> extra = {'city': 'Beijing', 'job': 'Engineer'}

>>> person('Jack', 24, city=extra['city'], job=extra['job'])

name: Jack age: 24 other: {'city': 'Beijing', 'job': 'Engineer'}

当然，上面复杂的调用可以用简化的写法：

>>> extra = {'city': 'Beijing', 'job': 'Engineer'}

>>> person('Jack', 24, \*\*extra)

name: Jack age: 24 other: {'city': 'Beijing', 'job': 'Engineer'}

\*\*extra表示把extra这个dict的所有key-value用关键字参数传入到函数的\*\*kw参数，kw将获得一个dict，注意kw获得的dict是extra的一份拷贝，对kw的改动不会影响到函数外的extra。

### 命名关键字参数

**对于关键字参数，函数的调用者可以传入任意不受限制的关键字参数。至于到底传入了哪些，就需要在函数内部通过kw检查。**

仍以person()函数为例，我们希望检查是否有city和job参数：

**def** **person**(name, age, \*\*kw):

**if** 'city' **in** kw:

*# 有city参数*

**pass**

**if** 'job' **in** kw:

*# 有job参数*

**pass**

print('name:', name, 'age:', age, 'other:', kw)

但是调用者仍可以传入不受限制的关键字参数：

>>> person('Jack', 24, city='Beijing', addr='Chaoyang', zipcode=123456)

**如果要限制关键字参数的名字，就可以用命名关键字参数**，例如，只接收city和job作为关键字参数。这种方式定义的函数如下：

**def** **person**(name, age, \*, city, job):

print(name, age, city, job)

和关键字参数\*\*kw不同，命名关键字参数需要一个特殊分隔符\*，\*后面的参数被视为命名关键字参数。

调用方式如下：

>>> person('Jack', 24, city='Beijing', job='Engineer')

Jack 24 Beijing Engineer

命名关键字参数必须传入参数名，这和位置参数不同。如果没有传入参数名，调用将报错：

>>> person('Jack', 24, 'Beijing', 'Engineer')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: person() takes 2 positional arguments but 4 were given

由于调用时缺少参数名city和job，Python解释器把这4个参数均视为位置参数，但person()函数仅接受2个位置参数。

命名关键字参数可以有缺省值，从而简化调用：

**def** **person**(name, age, \*, city='Beijing', job):

print(name, age, city, job)

由于命名关键字参数city具有默认值，调用时，可不传入city参数：

>>> person('Jack', 24, job='Engineer')

Jack 24 Beijing Engineer

使用命名关键字参数时，要特别注意，\*不是参数，而是特殊分隔符。如果缺少\*，Python解释器将无法识别位置参数和命名关键字参数：

**def** **person**(name, age, city, job):

*# 缺少 \*，city和job被视为位置参数*

**pass**

### 参数组合

在Python中定义函数，可以用必选参数、默认参数、可变参数、关键字参数和命名关键字参数，这5种参数都可以组合使用，除了可变参数无法和命名关键字参数混合。**但是请注意，参数定义的顺序必须是：必选参数、默认参数、可变参数/命名关键字参数和关键字参数。**

比如定义一个函数，包含上述若干种参数：

**def** **f1**(a, b, c=0, \*args, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'args =', args, 'kw =', kw)

**def** **f2**(a, b, c=0, \*, d, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'd =', d, 'kw =', kw)

在函数调用的时候，Python解释器自动按照参数位置和参数名把对应的参数传进去。

>>> f1(1, 2)

a = 1 b = 2 c = 0 args = () kw = {}

>>> f1(1, 2, c=3)

a = 1 b = 2 c = 3 args = () kw = {}

>>> f1(1, 2, 3, 'a', 'b')

a = 1 b = 2 c = 3 args = ('a', 'b') kw = {}

>>> f1(1, 2, 3, 'a', 'b', x=99)

a = 1 b = 2 c = 3 args = ('a', 'b') kw = {'x': 99}

>>> f2(1, 2, d=99, ext=None)

a = 1 b = 2 c = 0 d = 99 kw = {'ext': None}

### 小结

\*args是可变参数，args接收的是一个tuple；

\*\*kw是关键字参数，kw接收的是一个dict。

以及调用函数时如何传入可变参数和关键字参数的语法：

可变参数既可以直接传入：func(1, 2, 3)，又可以先组装list或tuple，再通过\*args传入：func(\*(1, 2, 3))；

关键字参数既可以直接传入：func(a=1, b=2)，又可以先组装dict，再通过\*\*kw传入：func(\*\*{'a': 1, 'b': 2})。

使用\*args和\*\*kw是Python的习惯写法，当然也可以用其他参数名，但最好使用习惯用法。

命名的关键字参数是为了限制调用者可以传入的参数名，同时可以提供默认值。

定义命名的关键字参数不要忘了写分隔符\*，否则定义的将是位置参数。

**高级特性**

## 切片

取一个list或tuple的部分元素是非常常见的操作。比如，一个list如下：

>>> L = ['Michael', 'Sarah', 'Tracy', 'Bob', 'Jack']

Python提供了切片（Slice）操作符，能大大简化这种操作。

对应上面的问题，取前3个元素，用一行代码就可以完成切片：

>>> L[0:3]

['Michael', 'Sarah', 'Tracy']

前10个数，每两个取一个：

>>> L[:10:2]

[0, 2, 4, 6, 8]

**字符串'xxx'也可以看成是一种list，每个元素就是一个字符。**因此，字符串也可以用切片操作，只是操作结果仍是字符串：

>>> 'ABCDEFG'[:3]

'ABC'

>>> 'ABCDEFG'[::2]

'ACEG'

## 迭代

如果给定一个list或tuple，我们可以通过for循环来遍历这个list或tuple，这种遍历我们称为迭代（Iteration）。

可以看出，Python的for循环抽象程度要高于Java的for循环，因为Python的for循环不仅可以用在list或tuple上，还可以作用在其他可迭代对象上。

list这种数据类型虽然有下标，但很多其他数据类型是没有下标的，但是，只要是可迭代对象，无论有无下标，都可以迭代，比如dict就可以迭代：

>>> d = {'a': 1, 'b': 2, 'c': 3}

>>> **for** key **in** d:

... print(key)

默认情况下，**dict迭代的是key。如果要迭代value，可以用for value in d.values()，如果要同时迭代key和value，可以用for k, v in d.items()。**

最后一个小问题，**如果要对list实现类似Java那样的下标循环怎么办？Python内置的enumerate函数可以把一个list变成索引-元素对，**这样就可以在for循环中同时迭代索引和元素本身：

>>> **for** i, value **in** enumerate(['A', 'B', 'C']):

... print(i, value)

...

0 A

1 B

2 C

上面的for循环里，同时引用了两个变量，在Python里是很常见的，比如下面的代码：

>>> **for** x, y **in** [(1, 1), (2, 4), (3, 9)]:

... print(x, y)

## 列表生成式

列表生成式即List Comprehensions，是Python内置的非常简单却强大的可以用来**创建list的生成式。**

循环太繁琐，而列表生成式则可以用一行语句代替循环生成上面的list：

>>> [x \* x **for** x **in** range(1, 11)]

[1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

for循环后面还可以加上if判断，这样我们就可以筛选出仅偶数的平方：

>>> [x \* x **for** x **in** range(1, 11) **if** x % 2 == 0]

[4, 16, 36, 64, 100]

还可以使用两层循环，可以生成全排列：

>>> [m + n **for** m **in** 'ABC' **for** n **in** 'XYZ']

['AX', 'AY', 'AZ', 'BX', 'BY', 'BZ', 'CX', 'CY', 'CZ']

## 生成器

**在Python中，这种一边循环一边计算的机制，称为生成器：generator。**

要创建一个generator，有很多种方法。**第一种方法很简单，只要把一个列表生成式的[]改成()，就创建了一个generator：**

>>> L = [x \* x **for** x **in** range(10)]

>>> L

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

>>> g = (x \* x **for** x **in** range(10))

>>> g

<generator object <genexpr> at 0x1022ef630>

创建L和g的区别仅在于最外层的[]和()，L是一个list，而g是一个generator。

使用for循环，因为generator也是可迭代对象：

>>> g = (x \* x **for** x **in** range(10))

>>> **for** n **in** g:

... print(n)

generator非常强大。如果推算的算法比较复杂，用类似列表生成式的for循环无法实现的时候，还可以用函数来实现。

**def** **fib**(max):

n, a, b = 0, 0, 1

**while** n < max:

print(b)

a, b = b, a + b

n = n + 1

**return** 'done'

上面的函数可以输出斐波那契数列的前N个数：

上面的函数和generator仅一步之遥。要把fib函数变成generator，只需要把print(b)改为yield b就可以了：

**def** **fib**(max):

n, a, b = 0, 0, 1

**while** n < max:

**yield** b

a, b = b, a + b

n = n + 1

**return** 'done'

**这就是定义generator的另一种方法。如果一个函数定义中包含yield关键字，那么这个函数就不再是一个普通函数，而是一个generator：**

这里，最难理解的就是generator和函数的执行流程不一样。函数是顺序执行，遇到return语句或者最后一行函数语句就返回。而变成generator的函数，**在每次调用next()的时候执行，遇到yield语句返回，再次执行时从上次返回的yield语句处继续执行。**

举个简单的例子，定义一个generator，依次返回数字1，3，5：

**def** **odd**():

print('step 1')

**yield** 1

print('step 2')

**yield**(3)

print('step 3')

**yield**(5)

调用该generator时，首先要生成一个generator对象，然后用next()函数不断获得下一个返回值：

>>> o = odd()

>>> **next**(o)

step 1

1

>>> **next**(o)

step 2

3

>>> **next**(o)

step 3

5

>>> **next**(o)

Traceback (most recent call last):

File "<stdin>", line 1, **in** <**module**>

StopIteration

回到fib的例子，我们在循环过程中不断调用yield，就会不断中断。当然要给循环设置一个条件来退出循环，不然就会产生一个无限数列出来。

同样的，把函数改成generator后，我们基本上从来不会用next()来获取下一个返回值，而是直接使用for循环来迭代：

>>> **for** n **in** fib(6):

... print(n)

但是用for循环调用generator时，发现拿不到generator的return语句的返回值。如果想要拿到返回值，必须捕获StopIteration错误，返回值包含在StopIteration的value中：

>>> g = fib(6)

>>> **while** True:

... **try**:

... x = next(g)

... print('g:', x)

... **except** StopIteration **as** e:

... print('Generator return value:', e.value)

... **break**

**函数式编程**

**函数式编程的一个特点就是，允许把函数本身作为参数传入另一个函数，还允许返回一个函数！**

## 高阶函数

### 变量可以指向函数

以Python内置的求绝对值的函数abs()为例，调用该函数用以下代码：

>>> abs(-10)

10

但是，如果只写abs呢？

>>> abs

<built-**in** **function** abs>

可见，abs(-10)是函数调用，而abs是函数本身。

要获得函数调用结果，我们可以把结果赋值给变量：

>>> x = abs(-10)

>>> x

10

但是，如果把函数本身赋值给变量呢？

>>> f = abs

>>> f

<built-**in** **function** abs>

结论：函数本身也可以赋值给变量，即：变量可以指向函数。

### 函数名也是变量

那么函数名是什么呢？函数名其实就是指向函数的变量！对于abs()这个函数，完全可以把函数名abs看成变量，它指向一个可以计算绝对值的函数！

如果把abs指向其他对象，会有什么情况发生？

>>> abs = 10

>>> abs(-10)

Traceback (most recent **call** **last**):

File "<stdin>", line 1, **in** <**module**>

TypeError: 'int' object **is** **not** callable

把abs指向10后，就无法通过abs(-10)调用该函数了！因为abs这个变量已经不指向求绝对值函数而是指向一个整数10！

当然实际代码绝对不能这么写，这里是为了说明函数名也是变量。要恢复abs函数，请重启Python交互环境。

注：由于abs函数实际上是定义在\_\_builtin\_\_模块中的，所以要让修改abs变量的指向在其它模块也生效，要用\_\_builtin\_\_.abs = 10。

### 传入函数

**既然变量可以指向函数，函数的参数能接收变量，那么一个函数就可以接收另一个函数作为参数，这种函数就称之为高阶函数。**

一个最简单的高阶函数：

**def** **add**(x, y, f):

**return** f(x) + f(y)

用代码验证一下：

>>> add(-5, 6, abs)

11

编写高阶函数，就是让函数的参数能够接收别的函数。

### map/reduce

我们先看map。**map()函数接收两个参数，一个是函数，一个是Iterable，map将传入的函数依次作用到序列的每个元素，并把结果作为新的Iterator返回。**

举例说明，比如我们有一个函数f(x)=x2，要把这个函数作用在一个list [1, 2, 3, 4, 5, 6, 7, 8, 9]上，就可以用map()实现如下：

![map](data:image/png;base64,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)

现在，我们用Python代码实现：

>>> **def** **f**(x):

... **return** x \* x

...

>>> r = map(f, [1, 2, 3, 4, 5, 6, 7, 8, 9])

>>> **list(r)**

[1, 4, 9, 16, 25, 36, 49, 64, 81]

map()传入的第一个参数是f，即函数对象本身。**由于结果r是一个Iterator，Iterator是惰性序列，因此通过list()函数让它把整个序列都计算出来并返回一个list。**

再看reduce的用法。**reduce把一个函数作用在一个序列[x1, x2, x3, ...]上，这个函数必须接收两个参数，reduce把结果继续和序列的下一个元素做累积计算，其效果就是：**

**reduce(f, [x1, x2, x3, x4]) = f(f(f(x1, x2), x3), x4)**

比方说对一个序列求和，就可以用reduce实现：

>>> **from** functools **import** reduce

>>> **def** **add**(x, y):

... **return** x + y

...

>>> reduce(add, [1, 3, 5, 7, 9])
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### filter

Python内建的filter()函数用于过滤序列。

和map()类似，**filter()也接收一个函数和一个序列**。和map()不同的时，**filter()把传入的函数依次作用于每个元素，然后根据返回值是True还是False决定保留还是丢弃该元素。**

例如，在一个list中，删掉偶数，只保留奇数，可以这么写：

**def** **is\_odd**(n):

**return** n % 2 == 1

list(filter(is\_odd, [1, 2, 4, 5, 6, 9, 10, 15]))

*# 结果: [1, 5, 9, 15]*

用filter求素数

用Python来实现这个算法，可以先构造一个从3开始的奇数序列：

**def** **\_odd\_iter**():

n = 1

**while** True:

n = n + 2

**yield** n

注意这是一个生成器，并且是一个无限序列。

然后定义一个筛选函数：

**def** **\_not\_divisible**(n):

**return** **lambda** x: x % n > 0

最后，定义一个生成器，不断返回下一个素数：

**def** **primes**():

**yield** 2

it = \_odd\_iter() *# 初始序列*

**while** True:

n = next(it) *# 返回序列的第一个数*

**yield** n

it = filter(\_not\_divisible(n), it) *# 构造新序列*

这个生成器先返回第一个素数2，然后，利用filter()不断产生筛选后的新的序列。

由于primes()也是一个无限序列，所以调用时需要设置一个退出循环的条件：

*# 打印1000以内的素数:*

**for** n **in** primes():

**if** n < 1000:

print(n)

**else**:

**break**

### sorted

排序算法

排序也是在程序中经常用到的算法。无论使用冒泡排序还是快速排序，排序的核心是比较两个元素的大小。如果是数字，我们可以直接比较，但如果是字符串或者两个dict呢？直接比较数学上的大小是没有意义的，因此，比较的过程必须通过函数抽象出来。

Python内置的sorted()函数就可以对list进行排序：

>>> sorted([36, 5, -12, 9, -21])

[-21, -12, 5, 9, 36]

此外，**sorted()函数也是一个高阶函数，它还可以接收一个key函数来实现自定义的排序，例如按绝对值大小排序：**

**>>> sorted([36, 5, -12, 9, -21], key=abs)**

[5, 9, -12, -21, 36]

要进行反向排序，不必改动key函数，可以传入第三个参数reverse=True：

>>> sorted(['bob', 'about', 'Zoo', 'Credit'], key=str.lower, reverse=True)

['Zoo', 'Credit', 'bob', 'about']

## 返回函数

函数作为返回值

高阶函数除了可以接受函数作为参数外，还可以把函数作为结果值返回。

我们来实现一个可变参数的求和。通常情况下，求和的函数是这样定义的：

**def** **calc\_sum**(\*args):

ax = 0

**for** n **in** args:

ax = ax + n

**return** ax

但是，如果不需要立刻求和，而是在后面的代码中，根据需要再计算怎么办？可以不返回求和的结果，而是返回求和的函数：

**def** **lazy\_sum**(\*args):

**def** **sum**():

ax = 0

**for** n **in** args:

ax = ax + n

**return** ax

**return** sum

当我们调用lazy\_sum()时，返回的并不是求和结果，而是求和函数：

>>> f = lazy\_sum(1, 3, 5, 7, 9)

>>> f

<**function** lazy\_sum.<locals>.sum at 0x101c6ed90>

调用函数f时，才真正计算求和的结果：

>>> f()
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在这个例子中，**我们在函数lazy\_sum中又定义了函数sum，并且，内部函数sum可以引用外部函数lazy\_sum的参数和局部变量，当lazy\_sum返回函数sum时，相关参数和变量都保存在返回的函数中，这种称为“闭包（Closure）”的程序结构拥有极大的威力。**

请再注意一点，当我们调用lazy\_sum()时，每次调用都会返回一个新的函数，即使传入相同的参数：

>>> f1 = lazy\_sum(1, 3, 5, 7, 9)

>>> f2 = lazy\_sum(1, 3, 5, 7, 9)

>>> f1==f2

False

f1()和f2()的调用结果互不影响。

### 闭包

注意到返回的函数在其定义内部引用了局部变量args，所以，当一个函数返回了一个函数后，其内部的局部变量还被新函数引用，所以，闭包用起来简单，实现起来可不容易。

**另一个需要注意的问题是，返回的函数并没有立刻执行，而是直到调用了f()才执行。**我们来看一个例子：

**def** **count**():

fs = []

**for** i **in** range(1, 4):

**def** **f**():

**return** i\*i

fs.append(f)

**return** fs

f1, f2, f3 = count()

在上面的例子中，每次循环，都创建了一个新的函数，然后，把创建的3个函数都返回。**因为调用f()才执行，而调用f()时，i作为局部变量（保存返回）都为4.**

你可能认为调用f1()，f2()和f3()结果应该是1，4，9，但实际结果是：

>>> f1()

9

>>> f2()

9

>>> f3()

9

全部都是9！原因就在于返回的函数引用了变量i，但它并非立刻执行。等到3个函数都返回时，它们所引用的变量i已经变成了3，因此最终结果为9。

返回闭包时牢记的一点就是：返回函数不要引用任何循环变量，或者后续会发生变化的变量。

如果一定要引用循环变量怎么办？方法是再创建一个函数，用该函数的参数绑定循环变量当前的值，无论该循环变量后续如何更改，已绑定到函数参数的值不变：

**def** **count**():

**def** **f**(j):

**def** **g**():

**return** j\*j

**return** g

fs = []

**for** i **in** range(1, 4):

fs.append(f(i)) *# f(i)立刻被执行，因此i的当前值被传入f()*

**return** fs

再看看结果：

>>> f1, f2, f3 = count()

>>> f1()

1

>>> f2()

4

>>> f3()

9

小结

**一个函数可以返回一个计算结果，也可以返回一个函数。**

**返回一个函数时，牢记该函数并未执行，返回函数中不要引用任何可能会变化的变量。**

## 匿名函数

当我们在传入函数时，有些时候，不需要显式地定义函数，直接传入匿名函数更方便。

在Python中，对匿名函数提供了有限支持。还是以map()函数为例，计算f(x)=x2时，除了定义一个f(x)的函数外，还可以直接传入匿名函数：

>>> list(map(lambda x: x \* x, [1, 2, 3, 4, 5, 6, 7, 8, 9]))

[1, 4, 9, 16, 25, 36, 49, 64, 81]

通过对比可以看出，匿名函数lambda x: x \* x实际上就是：

**def** **f**(x):

**return** x \* x

**关键字lambda表示匿名函数，冒号前面的x表示函数参数。**

匿名函数有个限制，就是只能有一个表达式，不用写return，返回值就是该表达式的结果。

用匿名函数有个好处，因为函数没有名字，不必担心函数名冲突。

## 装饰器

>>> **def** **now**():

... print('2015-3-25')

假设我们要增强now()函数的功能，比如，在函数调用前后自动打印日志，但又不希望修改now()函数的定义，这种**在代码运行期间动态增加功能的方式，称之为“装饰器”（Decorator）。**

本质上，decorator就是一个返回函数的高阶函数。所以，我们**要定义一个能打印日志的decorator**，可以定义如下：

**def** **log**(func):

**def** **wrapper**(\*args, \*\*kw):

print('call %s():' % func.\_\_name\_\_)

**return** func(\*args, \*\*kw)

**return** wrapper

观察上面的log，因为它是一个decorator，所以接受一个函数作为参数，并返回一个函数。我们要**借助Python的@语法，把decorator置于函数的定义处：**

@log

**def** **now**():

print('2015-3-25')

调用now()函数，不仅会运行now()函数本身，还会在运行now()函数前打印一行日志：

>>> now()

**call** now():

2015-3-25

把@log放到now()函数的定义处，相当于执行了语句：

now = log(now)

由于log()是一个decorator，返回一个函数，所以，原来的now()函数仍然存在，只是现在同名的now变量指向了新的函数，于是调用now()将执行新函数，即在log()函数中返回的wrapper()函数。

wrapper()函数的参数定义是(\*args, \*\*kw)，因此，wrapper()函数可以接受任意参数的调用。在wrapper()函数内，首先打印日志，再紧接着调用原始函数。

**如果decorator本身需要传入参数，那就需要编写一个返回decorator的高阶函数，写出来会更复杂。**比如，要自定义log的文本：

**def** **log**(text):

**def** **decorator**(func):

**def** **wrapper**(\*args, \*\*kw):

print('%s %s():' % (text, func.\_\_name\_\_))

**return** func(\*args, \*\*kw)

**return** wrapper

**return** decorator

这个3层嵌套的decorator用法如下：

@log('execute')

**def** **now**():

print('2015-3-25')

执行结果如下：

>>> now()

execute now():

2015-3-25

和两层嵌套的decorator相比，3层嵌套的效果是这样的：

>>> now = log('execute')(now)

以上两种decorator的定义都没有问题，但还差最后一步。因为我们讲了函数也是对象，它有\_\_name\_\_等属性，但你去看经过decorator装饰之后的函数，它们的\_\_name\_\_已经从原来的'now'变成了'wrapper'：

>>> now.\_\_name\_\_

'wrapper'

因为返回的那个wrapper()函数名字就是'wrapper'，所以，需要把原始函数的\_\_name\_\_等属性复制到wrapper()函数中，否则，有些依赖函数签名的代码执行就会出错。

不需要编写wrapper.\_\_name\_\_ = func.\_\_name\_\_这样的代码，Python内置的functools.wraps就是干这个事的（在func的上一层函数外添加），所以，一个完整的decorator的写法如下：

**import** functools

**def** **log**(func):

@functools.wraps(func)

**def** **wrapper**(\*args, \*\*kw):

print('call %s():' % func.\_\_name\_\_)

**return** func(\*args, \*\*kw)

**return** wrapper

## 偏函数

int()函数可以把字符串转换为整数，当仅传入字符串时，int()函数默认按十进制转换：

>>> **int**('12345')

12345

但int()函数还提供额外的base参数，默认值为10。如果传入base参数，就可以做N进制的转换：

>>> **int**('12345', base=8)

5349

**functools.partial就是帮助我们创建一个偏函数的，不需要我们自己定义int2()，可以直接使用下面的代码创建一个新的函数int2：**

**>>> import functools**

**>>> int2 = functools.partial(int, base=2)**

>>> int2('1000000')

64

>>> int2('1010101')

85

所以，简单总结functools.partial的作用就是，把一个函数的某些参数给固定住（也就是设置默认值），返回一个新的函数，调用这个新函数会更简单。

注意到上面的新的int2函数，仅仅是把base参数重新设定默认值为2，但也可以在函数调用时传入其他值：

>>> int2('1000000', base=10)

1000000

**模块**

**在Python中，一个.py文件就称之为一个模块（Module）。**使用模块还可以避免函数名和变量名冲突。相同名字的函数和变量完全可以分别存在不同的模块中，因此，我们自己在编写模块时，不必考虑名字会与其他模块冲突。但是也要注意，尽量不要与内置函数名字冲突。点[这里](http://docs.python.org/3/library/functions.html)查看Python的所有内置函数。

你也许还想到，如果不同的人编写的模块名相同怎么办？为了避免模块名冲突，Python又引入了按目录来组织模块的方法，称为包（Package）。

引入了包以后，只要顶层的包名不与别人冲突，那所有模块都不会与别人冲突。现在，abc.py模块的名字就变成了mycompany.abc，类似的，xyz.py的模块名变成了mycompany.xyz。

**请注意，每一个包目录下面都会有一个\_\_init\_\_.py的文件，这个文件是必须存在的，否则，Python就把这个目录当成普通目录，而不是一个包。**\_\_init\_\_.py可以是空文件，也可以有Python代码，因为\_\_init\_\_.py本身就是一个模块，而它的模块名就是mycompany。

类似的，可以有多级目录，组成多级层次的包结构。比如如下的目录结构：
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文件www.py的模块名就是mycompany.web.www，两个文件utils.py的模块名分别是mycompany.utils和mycompany.web.utils。

## 使用模块

我们以内建的sys模块为例，编写一个hello的模块：

*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

' a test module '

\_\_author\_\_ = 'Michael Liao'

**import** sys

**def** **test**():

args = sys.argv

**if** len(args)==1:

print('Hello, world!')

**elif** len(args)==2:

print('Hello, %s!' % args[1])

**else**:

print('Too many arguments!')

**if** \_\_name\_\_=='\_\_main\_\_':

test()

第4行是一个字符串，表示模块的文档注释，任何模块代码的第一个字符串都被视为模块的文档注释；

最后，注意到这两行代码：

**if \_\_name\_\_=='\_\_main\_\_':**

**test()**

**当我们在命令行运行hello模块文件时，Python解释器把一个特殊变量\_\_name\_\_置为\_\_main\_\_，而如果在其他地方导入该hello模块时，if判断将失败，因此，这种if测试可以让一个模块通过命令行运行时执行一些额外的代码，最常见的就是运行测试。**

对于：  
from lxml import etree  
是  
**from Module import Function或Class等**这个只是从模块中导入一个或几个[函数](https://www.baidu.com/s?wd=%E5%87%BD%E6%95%B0&tn=44039180_cpr&fenlei=mv6quAkxTZn0IZRqIHckPjm4nH00T1d-rynknj6snW0vnjRLn1bd0ZwV5Hcvrjm3rH6sPfKWUMw85HfYnjn4nH6sgvPsT6KdThsqpZwYTjCEQLGCpyw9Uz4Bmy-bIi4WUvYETgN-TLwGUv3EPHD1n16zP1Ts)或类的做法。  
另外一个常见的是  
**import Module**

### 作用域

在一个模块中，我们可能会定义很多函数和变量，但有的函数和变量我们希望给别人使用，有的函数和变量我们希望仅仅在模块内部使用。在Python中，是通过\_前缀来实现的。

正常的函数和变量名是公开的（public），可以被直接引用，比如：abc，x123，PI等；

**类似\_\_xxx\_\_这样的变量是特殊变量，可以被直接引用，但是有特殊用途，比如上面的\_\_author\_\_，\_\_name\_\_就是特殊变量，hello模块定义的文档注释也可以用特殊变量\_\_doc\_\_访问，我们自己的变量一般不要用这种变量名；**

类似\_xxx和\_\_xxx这样的函数或变量就是非公开的（private），不应该被直接引用，比如\_abc，\_\_abc等；

**之所以我们说，private函数和变量“不应该”被直接引用，而不是“不能”被直接引用，是因为Python并没有一种方法可以完全限制访问private函数或变量**，但是，从编程习惯上不应该引用private函数或变量。

## 安装第三方模块

如果你正在使用Windows，请参考[安装Python](http://www.liaoxuefeng.com/wiki/0014316089557264a6b348958f449949df42a6d3a2e542c000/0014316090478912dab2a3a9e8f4ed49d28854b292f85bb000)一节的内容，确保安装时勾选了pip和Add python.exe to Path。

在命令提示符窗口下尝试运行pip，如果Windows提示未找到命令，可以重新运行安装程序添加pip。

pip install Pillow

耐心等待下载并安装后，就可以使用Pillow了。

### 模块搜索路径

默认情况下，Python解释器会搜索当前目录、所有已安装的内置模块和第三方模块，**搜索路径存放在sys模块的path变量中：**

>>> **import** sys

>>> sys.path

['', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python34.zip', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/plat-darwin', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/lib-dynload', '/Library/Frameworks/Python.framework/Versions/3.4/lib/python3.4/site-packages']

如果我们要添加自己的搜索目录，有两种方法：

一是直接修改sys.path，添加要搜索的目录：

>>> **import** sys

>>> sys.path.append('/Users/michael/my\_py\_scripts')

这种方法是在运行时修改，运行结束后失效。

第二种方法是设置环境变量PYTHONPATH，该环境变量的内容会被自动添加到模块搜索路径中。设置方式与设置Path环境变量类似。注意只需要添加你自己的搜索路径，Python自己本身的搜索路径不受影响。

**面向对象编程**

OOP把对象作为程序的基本单元，**一个对象包含了数据和操作数据的函数。**

面向过程的程序设计把计算机程序视为一系列的命令集合，即一组函数的顺序执行。为了简化程序设计，面向过程把函数继续切分为子函数，即把大块函数通过切割成小块函数来降低系统的复杂度。

而面向对象的程序设计把计算机程序视为一组对象的集合，而每个对象都可以接收其他对象发过来的消息，并处理这些消息，**计算机程序的执行就是一系列消息在各个对象之间传递。**

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.name = name

self.score = score

**def** **print\_score**(self):

print('%s: %s' % (self.name, self.score))

给对象发消息实际上就是调用对象对应的关联函数，我们称之为对象的方法（Method）。面向对象的程序写出来就像这样：

bart = Student('Bart Simpson', 59)

lisa = Student('Lisa Simpson', 87)

bart.print\_score()

lisa.print\_score()

面向对象的抽象程度又比函数要高，因为一个Class既包含数据，又包含操作数据的方法。

## 类和实例

面向对象最重要的概念就是类（Class）和实例（Instance），必须牢记类是抽象的模板，比如Student类，而实例是根据类创建出来的一个个具体的“对象”，每个对象都拥有相同的方法，但各自的数据可能不同。

仍以Student类为例，在Python中，定义类是通过class关键字：

**class Student(object):**

**pass**

**class后面紧接着是类名，即Student，类名通常是大写开头的单词，紧接着是(object)，表示该类是从哪个类继承下来的，继承的概念我们后面再讲，通常，如果没有合适的继承类，就使用object类，这是所有类最终都会继承的类。**

定义好了Student类，就可以根据Student类创建出Student的实例，创建实例是通过类名+()实现的：

>>> bart = Student()

>>> bart = Student()

>>> bart

<\_\_main\_\_.Student object at 0x10a67a590>

>>> Student

<class '\_\_main\_\_.Student'>

可以看到，变量bart指向的就是一个Student的实例，后面的0x10a67a590是内存地址，每个object的地址都不一样，而Student本身则是一个类。

**可以自由地给一个实例变量绑定属性**，比如，给实例bart绑定一个name属性：

>>> bart.name = 'Bart Simpson'

>>> bart.name

'Bart Simpson'

由于类可以起到模板的作用，因此，可以在创建实例的时候，把一些我们认为必须绑定的属性强制填写进去。通过定义一个特殊的\_\_init\_\_方法，在创建实例的时候，就把name，score等属性绑上去：

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.name = name

self.score = score

**注意到\_\_init\_\_方法的第一个参数永远是self，表示创建的实例本身，因此，在\_\_init\_\_方法内部，就可以把各种属性绑定到self，因为self就指向创建的实例本身。**

有了\_\_init\_\_方法，在创建实例的时候，就不能传入空的参数了，必须传入与\_\_init\_\_方法匹配的参数，但self不需要传，Python解释器自己会把实例变量传进去：

>>> bart = Student('Bart Simpson', 59)

## 访问限制

在Class内部，可以有属性和方法，而外部代码可以通过直接调用实例变量的方法来操作数据，这样，就隐藏了内部的复杂逻辑。

但是，从前面Student类的定义来看，外部代码还是可以自由地修改一个实例的name、score属性：

**如果要让内部属性不被外部访问，可以把属性的名称前加上两个下划线\_\_，在Python中，实例的变量名如果以\_\_开头，就变成了一个私有变量（private），只有内部可以访问，外部不能访问**，所以，我们把Student类改一改：

**class Student(object):**

**def** **\_\_init\_\_**(self, name, score):

self.\_\_name = name

self.\_\_score = score

改完后，对于外部代码来说，没什么变动，但是已经无法从外部访问实例变量.\_\_name和实例变量.\_\_score了：

有些时候，你会看到以一个下划线开头的实例变量名，比如\_name，这样的实例变量外部是可以访问的，但是，按照约定俗成的规定，当你看到这样的变量时，意思就是，“虽然我可以被访问，但是，请把我视为私有变量，不要随意访问”。

双下划线开头的实例变量是不是一定不能从外部访问呢？其实也不是。不能直接访问\_\_name是因为Python解释器对外把\_\_name变量改成了\_Student\_\_name，所以，仍然可以通过\_Student\_\_name来访问\_\_name变量：

>>> bart.\_Student\_\_name

'Bart Simpson'

但是强烈建议你不要这么干，因为不同版本的Python解释器可能会把\_\_name改成不同的变量名。

## 继承和多态

在OOP程序设计中，当我们定义一个class的时候，可以从某个现有的class继承，新的class称为子类（Subclass），而被继承的class称为基类、父类或超类（Base class、Super class）。

比如，我们已经编写了一个名为Animal的class，有一个run()方法可以直接打印：

**class Animal(object):**

**def** **run**(self):

print('Animal is running...')

当我们需要编写Dog和Cat类时，就可以直接从Animal类继承：

**class Dog(Animal):**

**pass**

**class Cat(Animal):**

**pass**

对于Dog来说，Animal就是它的父类，对于Animal来说，Dog就是它的子类。Cat和Dog类似。

**继承有什么好处？最大的好处是子类获得了父类的全部功能。**由于Animial实现了run()方法，因此，Dog和Cat作为它的子类，什么事也没干，就自动拥有了run()方法：

继承的第二个好处需要我们对代码做一点改进。你看到了，无论是Dog还是Cat，它们run()的时候，显示的都是Animal is running...，符合逻辑的做法是分别显示Dog is running...和Cat is running...，因此，对Dog和Cat类改进如下：

**class Dog(Animal):**

**def** **run**(self):

print('Dog is running...')

**当子类和父类都存在相同的run()方法时，我们说，子类的run()覆盖了父类的run()，在代码运行的时候，总是会调用子类的run()。这样，我们就获得了继承的另一个好处：多态。**

>>> isinstance(c, Dog)

True

看来c确实对应着Dog这3种类型。

但是等等，试试：

>>> isinstance(c, Animal)

True

看来c不仅仅是Dog，c还是Animal！

不过仔细想想，这是有道理的，因为Dog是从Animal继承下来的，当我们创建了一个Dog的实例c时，我们认为c的数据类型是Dog没错，但c同时也是Animal也没错，Dog本来就是Animal的一种！

要理解多态的好处，我们还需要再编写一个函数，这个函数接受一个Animal类型的变量：

**def** **run\_twice**(animal):

animal.run()

animal.run()

当我们传入Animal的实例时，run\_twice()就打印出：

>>> run\_twice(Animal())

Animal **is** running...

Animal **is** running...

当我们传入Dog的实例时，run\_twice()就打印出：

>>> run\_twice(Dog())

Dog **is** running...

Dog **is** running...

**多态的好处就是，当我们需要传入Dog、Cat、……时，我们只需要接收Animal类型就可以了，因为Dog、Cat、……都是Animal类型，然后，按照Animal类型进行操作即可。由于Animal类型有run()方法，因此，传入的任意类型，只要是Animal类或者子类，就会自动调用实际类型的run()方法，这就是多态的意思：**

对于一个变量，我们只需要知道它是Animal类型，无需确切地知道它的子类型，就可以放心地调用run()方法，而具体调用的run()方法是作用在Animal、Dog、Cat上，由运行时该对象的确切类型决定，这就是多态真正的威力

继承还可以一级一级地继承下来，就好比从爷爷到爸爸、再到儿子这样的关系。而任何类，最终都可以追溯到根类object，这些继承关系看上去就像一颗倒着的树。比如如下的继承树：
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### 静态语言 vs 动态语言

对于静态语言（例如Java）来说，如果需要传入Animal类型，则传入的对象必须是Animal类型或者它的子类，否则，将无法调用run()方法。

**对于Python这样的动态语言来说，则不一定需要传入Animal类型。我们只需要保证传入的对象有一个run()方法就可以了：**

**class Timer(object):**

**def** **run**(self):

print('Start...')

这就是动态语言的“鸭子类型”，它并不要求严格的继承体系，一个对象只要“看起来像鸭子，走起路来像鸭子”，那它就可以被看做是鸭子。

Python的“file-like object“就是一种鸭子类型。对真正的文件对象，它有一个read()方法，返回其内容。但是，许多对象，只要有read()方法，都被视为“file-like object“。许多函数接收的参数就是“file-like object“，你不一定要传入真正的文件对象，完全可以传入任何实现了read()方法的对象。

## 获取对象信息

当我们拿到一个对象的引用时，如何知道这个对象是什么类型、有哪些方法呢？

### 使用type()

首先，我们来判断对象类型，使用type()函数：

### 使用isinstance()

对于class的继承关系来说，使用type()就很不方便。我们要判断class的类型，可以使用isinstance()函数。

我们回顾上次的例子，如果继承关系是：

object -> Animal -> Dog -> Husky

那么，isinstance()就可以告诉我们，一个对象是否是某种类型。先创建3种类型的对象：

>>> a = Animal()

>>> d = Dog()

>>> h = Husky()

然后，判断：

>>> isinstance(h, Husky)

True

换句话说，**isinstance()判断的是一个对象是否是该类型本身，或者位于该类型的父继承链上。**

能用type()判断的基本类型也可以用isinstance()判断：

>>> isinstance('a', str)

True

并且还可以判断一个变量是否是某些类型中的一种，比如下面的代码就可以判断是否是list或者tuple：

>>> isinstance([1, 2, 3], (**list**, tuple))

**True**

## 使用dir()

**如果要获得一个对象的所有属性和方法，可以使用dir()函数，它返回一个包含字符串的list**，比如，获得一个str对象的所有属性和方法：

>>> dir('ABC')

['\_\_add\_\_', '\_\_class\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getnewargs\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_']

类似\_\_xxx\_\_的属性和方法在Python中都是有特殊用途的，比如\_\_len\_\_方法返回长度。在Python中，如果你调用len()函数试图获取一个对象的长度，实际上，在len()函数内部，它自动去调用该对象的\_\_len\_\_()方法，所以，下面的代码是等价的：

>>> len('ABC')

3

>>> 'ABC'.\_\_len\_\_()

3

**仅仅把属性和方法列出来是不够的，配合getattr()、setattr()以及hasattr()，我们可以直接操作一个对象的状态：**

>>> **class MyObject(object):**

... **def** **\_\_init\_\_**(self):

... self.x = 9

... **def** **power**(self):

... **return** self.x \* self.x

...

>>> obj = MyObject()

紧接着，可以测试该对象的属性：

>>> hasattr(obj, 'x') *# 有属性'x'吗？*

True

>>> obj.x

9

>>> hasattr(obj, 'y') *# 有属性'y'吗？*

False

>>> setattr(obj, 'y', 19) *# 设置一个属性'y'*

>>> hasattr(obj, 'y') *# 有属性'y'吗？*

True

>>> getattr(obj, 'y') *# 获取属性'y'*

19

>>> obj.y *# 获取属性'y'*

19

如果试图获取不存在的属性，会抛出AttributeError的错误：

>>> getattr(obj, 'z') # 获取属性'z'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'MyObject' object has no attribute 'z'

可以传入一个default参数，如果属性不存在，就返回默认值：

>>> getattr(obj, 'z', 404) *# 获取属性'z'，如果不存在，返回默认值404*

404

也**可以获得对象的方法：**

>>> hasattr(obj, 'power') *# 有属性'power'吗？*

True

>>> getattr(obj, 'power') *# 获取属性'power'*

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x10077a6a0>>

>>> fn = getattr(obj, 'power') *# 获取属性'power'并赋值到变量fn*

>>> fn *# fn指向obj.power*

<bound method MyObject.power of <\_\_main\_\_.MyObject object at 0x10077a6a0>>

>>> fn() *# 调用fn()与调用obj.power()是一样的*
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## 实例属性和类属性

**由于Python是动态语言，根据类创建的实例可以任意绑定属性。**

**给实例绑定属性的方法是通过实例变量，或者通过self变量：**

但是，**如果Student类本身需要绑定一个属性呢？可以直接在class中定义属性，这种属性是类属性，归Student类所有：**

**class Student(object):**

name = 'Student'

当我们定义了一个类属性后，这个属性虽然归类所有，**但类的所有实例都可以访问到。**来测试一下：

>>> **class Student(object):**

... name = 'Student'

...

>>> s = Student() *# 创建实例s*

>>> print(s.name) *# 打印name属性，因为实例并没有name属性，所以会继续查找class的name属性*

Student

>>> print(Student.name) *# 打印类的name属性*

Student

>>> s.name = 'Michael' *# 给实例绑定name属性*

>>> print(s.name) *# 由于实例属性优先级比类属性高，因此，它会屏蔽掉类的name属性*

Michael

>>> print(Student.name) *# 但是类属性并未消失，用Student.name仍然可以访问*

Student

>>> **del** s.name *# 如果删除实例的name属性*

>>> print(s.name) *# 再次调用s.name，由于实例的name属性没有找到，类的name属性就显示出来了*

Student

从上面的例子可以看出，在编写程序的时候，**千万不要把实例属性和类属性使用相同的名字，因为相同名称的实例属性将屏蔽掉类属性，但是当你删除实例属性后，再使用相同的名称，访问到的将是类属性。**

**面向对象高级编程**

## 使用\_\_slots\_\_

正常情况下，当我们定义了一个class，创建了一个class的实例后，我们可以给该实例绑定任何属性和方法，这就是动态语言的灵活性。先定义class：

**class Student(object):**

**pass**

然后，尝试给实例绑定一个属性：

>>> s = Student()

>>> s.name = 'Michael' *# 动态给实例绑定一个属性*

>>> print(s.name)

Michael

还可以尝试给实例绑定一个方法：

>>> **def** **set\_age**(self, age): *# 定义一个函数作为实例方法*

... self.age = age

...

>>> **from** types **import** MethodType

>>> s.set\_age = MethodType(set\_age, s) *# 给实例绑定一个方法*

>>> s.set\_age(25) *# 调用实例方法*

>>> s.age *# 测试结果*

25

但是，**给一个实例绑定的方法，对另一个实例是不起作用的：**

>>> s2 = Student() # 创建新的实例

>>> s2.set\_age(25) # 尝试调用方法

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

AttributeError: 'Student' object has no attribute 'set\_age'

**为了给所有实例都绑定方法，可以给class绑定方法：**

**>>> def set\_score(self, score):**

**... self.score = score**

**...**

**>>> Student.set\_score = MethodType(set\_score, Student)**

**给class绑定方法后，所有实例均可调用：**

>>> s.set\_score(100)

>>> s.score

100

>>> s2.set\_score(99)

>>> s2.score

99

通常情况下，上面的set\_score方法可以直接定义在class中，但动态绑定允许我们在程序运行的过程中动态给class加上功能，这在静态语言中很难实现。

使用\_\_slots\_\_

但是，如果我们想要限制实例的属性怎么办？比如，只允许对Student实例添加name和age属性。

**为了达到限制的目的，Python允许在定义class的时候，定义一个特殊的\_\_slots\_\_变量，来限制该class实例能添加的属性：**

**class Student(object):**

**\_\_slots\_\_ = ('name', 'age') *# 用tuple定义允许绑定的属性名称***

然后，我们试试：

>>> s = Student() *# 创建新的实例*

>>> s.name = 'Michael' *# 绑定属性'name'*

>>> s.age = 25 *# 绑定属性'age'*

>>> s.score = 99 *# 绑定属性'score'*

Traceback (most recent call last):

File "<stdin>", line 1, **in** <module>

AttributeError: 'Student' object has no attribute 'score'

由于'score'没有被放到\_\_slots\_\_中，所以不能绑定score属性，试图绑定score将得到AttributeError的错误。

使用\_\_slots\_\_要注意，\_\_slots\_\_定义的属性仅对当前类实例起作用，对继承的子类是不起作用的：

>>> **class GraduateStudent(Student):**

... **pass**

...

>>> g = GraduateStudent()

>>> g.score = 9999

除非在子类中也定义\_\_slots\_\_，这样，子类实例允许定义的属性就是自身的\_\_slots\_\_加上父类的\_\_slots\_\_。

看到这里就让我想起了基于原型的继承。

向基于原型的继承生成的对象上添加属性方法，并不会影响其他基于同一原型实现的其他对象

在原型上添加属性方法，则在由此原型生成的对象上都能使用

**调用一个属性或方法，如果当前对象上没有，则会在类(原型对象)上查找。表现为在类上添加属性，所有实例都可访问**

**slots只是限制该类生成的对象上的的属性，并不限制类本身(原型对象)上的属性**

**slots只限制本当前层次对象的属性，并不限制其子类对象的属性**

class Person(object):

\_\_slots\_\_ = ('name',)

#----------------------------

p1 = Person()

p2 = Person()

p1.name = 'xx' # ok

try:

p1.age = 10 # error

print(p2.name) # error

except Exception as e:

print('[Error]',e)

# ------------------------------

Person.age = 20 # 属性被挂载在类(原型)上，不受\_\_slots\_\_限制,等价于setattr(Person,age,10)，且影响所有对象

**print(p1.name,p1.age) # 这里p1.age首先从对象p1本身查找，没有找到就查找类上的属性,找到了直接输出20**

# 因为实例p1被\_\_slots\_\_限制添加属性，但他的类上有属性,因此p1.age实际上调用的是类上挂载的属性

**# 凡是对象调用类中的属性，那么该对象只有读取类中属性的权限，而没有改写类属性的权限**

**print(p1.age) # 20**

**print(p2.age) # 20**

try:

Person.age = 88 # 类自己改自己的属性无压力

p1.age = 99 # 对象尝试在这里改写类属性，错误

except Exception as e:

print('[Error]',e)

print('After revise p1.age by Class = ',p1.age) # 输出 88

# ----------------------------

class Stu(Person):

pass

stu = Stu()

stu.age = 30 # 父类中的\_\_slots\_\_不会影响子类

print('stu s age is ',stu.age)

第一，slots只能限制添加属性，不能限制通过添加方法来添加属性：

def set\_city(self, city):

self.city=city

class Student(object):

\_\_slots\_\_ = ('name', 'age', 'set\_city')

pass

Student.set\_city = MethodType(set\_city, Student)

a = Student()

a.set\_city(Beijing)

a.city

上段代码中，Student类限制两个属性name 和 age，但可以通过添加方法添加一个city属性（甚至可以添加很多属性，只要set\_city方法里有包括）

第二，属性分实例属性和类属性，多个实例同时更改类属性，值是最后更改的一个

def set\_age(self,age):

self.age=age

class Stu(object):

pass

s=Stu()

a=Stu()

from types import MethodType

Stu.set\_age=MethodType(set\_age,Stu)

a.set\_age(15) \\通过set\_age方法，设置的类属性age的值

s.set\_age(11) \\也是设置类属性age的值，并把上个值覆盖掉

print(s.age,a.age) \\由于a和s自身没有age属性，所以打印的是类属性age的值

a.age = 10 \\给实例a添加一个属性age并赋值为10

s.age = 20 \\给实例b添加一个属性age并赋值为20

\\这两个分别是实例a和s自身的属性，仅仅是与类属性age同名，并没有任何关系

print(s.age,a.age) \\打印的是a和s自身的age属性值，不是类age属性值

所以，

1. **slots并不能严格限制属性的添加，可通过在方法里定义限制之外的属性来添加本不能添加的属性（当然，前提是方法没有被限制）**
2. **类属性是公共属性，所有实例都可以引用的，前提是实例自身没有同名的属性，因此类属性不能随意更改（别的实例可能在引用类属性的值），就是说不能随便用a.set\_age()更改age的值（因为调用此方法更改的是类属性age的值，不是实例a自身的age属性值**

## 使用@property

还记得装饰器（decorator）可以给函数动态加上功能吗？对于类的方法，装饰器一样起作用。**Python内置的@property装饰器就是负责把一个方法变成属性调用的：**

**class Student(object):**

**@property**

**def score(self):**

**return self.\_score**

**@score.setter**

**def score(self, value):**

**if** **not** isinstance(value, int):

**raise** ValueError('score must be an integer!')

**if** value < 0 **or** value > 100:

**raise** ValueError('score must between 0 ~ 100!')

self.\_score = value

@property的实现比较复杂，我们先考察如何使用。把一个getter方法变成属性，只需要加上@property就可以了，此时，@property本身又创建了另一个装饰器@score.setter，负责把一个setter方法变成属性赋值，于是，我们就拥有一个可控的属性操作：

以上两个@property、@score.setter为成对使用，可不成对使用

备注：如果使用setter属性，则在setter之前，必须调用property属性方法，不然报错；

>>> s = Student()

>>> s.score = 60 *# OK，实际转化为s.set\_score(60)*

>>> s.score *# OK，实际转化为s.get\_score()*

60

>>> s.score = 9999

Traceback (most recent call last):

...

ValueError: score must between 0 ~ 100!

**注意到这个神奇的@property，我们在对实例属性操作的时候，就知道该属性很可能不是直接暴露的，而是通过getter和setter方法来实现的。**

还可以定义只读属性，只定义getter方法，不定义setter方法就是一个只读属性：

**class Student(object):**

@property

**def** **birth**(self):

**return** self.\_birth

@birth.setter

**def** **birth**(self, value):

self.\_birth = value

@property

**def** **age**(self):

**return** 2015 - self.\_birth

上面的birth是可读写属性，而age就是一个**只读**属性，因为age可以根据birth和当前时间计算出来。

## 多重继承

通过多重继承，一个子类就可以同时获得多个父类的所有功能。

**MixIn**

在设计类的继承关系时，通常，主线都是单一继承下来的，例如，Ostrich继承自Bird。但是，如果需要“混入”额外的功能，通过多重继承就可以实现，比如，让Ostrich除了继承自Bird外，再同时继承Runnable。这种设计通常称之为MixIn。

为了更好地看出继承关系，我们把Runnable和Flyable改为RunnableMixIn和FlyableMixIn。类似的，你还可以定义出肉食动物CarnivorousMixIn和植食动物HerbivoresMixIn，让某个动物同时拥有好几个MixIn：

**class Dog(Mammal, RunnableMixIn, CarnivorousMixIn):**

**pass**

MixIn的目的就是给一个类增加多个功能，这样，在设计类的时候，我们优先考虑通过多重继承来组合多个MixIn的功能，而不是设计多层次的复杂的继承关系。

Python自带的很多库也使用了MixIn。举个例子，Python自带了TCPServer和UDPServer这两类网络服务，而要同时服务多个用户就必须使用多进程或多线程模型，这两种模型由ForkingMixIn和ThreadingMixIn提供。通过组合，我们就可以创造出合适的服务来。

比如，编写一个多进程模式的TCP服务，定义如下：

**class MyTCPServer(TCPServer, ForkingMixIn):**

**pass**

编写一个多线程模式的UDP服务，定义如下：

**class MyUDPServer(UDPServer, ThreadingMixIn):**

**pass**

如果你打算搞一个更先进的协程模型，可以编写一个CoroutineMixIn：

**class MyTCPServer(TCPServer, CoroutineMixIn):**

**pass**

这样一来，我们不需要复杂而庞大的继承链，只要选择组合不同的类的功能，就可以快速构造出所需的子类。

小结

由于Python允许使用多重继承，因此，MixIn就是一种常见的设计。

只允许单一继承的语言（如Java）不能使用MixIn的设计。

**错误、调试和测试**

## 错误处理

高级语言通常都内置了一套try...except...finally...的错误处理机制，Python也不例外。

**try**

让我们用一个例子来看看try的机制：

**try**:

print('try...')

r = 10 / 0

print('result:', r)

**except** ZeroDivisionError **as** e:

print('except:', e)

**finally**:

print('finally...')

print('END')

**当我们认为某些代码可能会出错时，就可以用try来运行这段代码，如果执行出错，则后续代码不会继续执行，而是直接跳转至错误处理代码，即except语句块，执行完except后，如果有finally语句块，则执行finally语句块，至此，执行完毕。**

你还可以猜测，错误应该有很多种类，**如果发生了不同类型的错误，应该由不同的except语句块处理。没错，可以有多个except来捕获不同类型的错误：**

**try**:

print('try...')

r = 10 / int('a')

print('result:', r)

**except** ValueError **as** e:

print('ValueError:', e)

**except** ZeroDivisionError **as** e:

print('ZeroDivisionError:', e)

**finally**:

print('finally...')

print('END')

int()函数可能会抛出ValueError，所以我们用一个except捕获ValueError，用另一个except捕获ZeroDivisionError。

此外，如果没有错误发生，**可以在except语句块后面加一个else，当没有错误发生时，会自动执行else语句：**

**try**:

print('try...')

r = 10 / int('2')

print('result:', r)

**except** ValueError **as** e:

print('ValueError:', e)

**except** ZeroDivisionError **as** e:

print('ZeroDivisionError:', e)

**else**:

print('no error!')

**finally**:

print('finally...')

print('END')

Python的错误其实也是class，所有的错误类型都继承自BaseException，所以在使用except时需要注意的是，它不但捕获该类型的错误，还把其子类也“一网打尽”。比如：

**try**:

foo()

**except** ValueError **as** e:

print('ValueError')

**except** UnicodeError **as** e:

print('UnicodeError')

第二个except永远也捕获不到UnicodeError，因为UnicodeError是ValueError的子类，如果有，也被第一个except给捕获了。

Python所有的错误都是从BaseException类派生的，常见的错误类型和继承关系看这里：

<https://docs.python.org/3/library/exceptions.html#exception-hierarchy>

**Exception hierarchy**

The class hierarchy for built-in exceptions is:

BaseException

+-- SystemExit

+-- KeyboardInterrupt

+-- GeneratorExit

+-- Exception

+-- StopIteration

+-- StopAsyncIteration

+-- ArithmeticError

| +-- FloatingPointError

| +-- OverflowError

| +-- ZeroDivisionError

+-- AssertionError

+-- AttributeError

+-- BufferError

+-- EOFError

+-- ImportError

+-- LookupError

| +-- IndexError

| +-- KeyError

+-- MemoryError

+-- NameError

| +-- UnboundLocalError

+-- OSError

| +-- BlockingIOError

| +-- ChildProcessError

| +-- ConnectionError

| | +-- BrokenPipeError

| | +-- ConnectionAbortedError

| | +-- ConnectionRefusedError

| | +-- ConnectionResetError

| +-- FileExistsError

| +-- FileNotFoundError

| +-- InterruptedError

| +-- IsADirectoryError

| +-- NotADirectoryError

| +-- PermissionError

| +-- ProcessLookupError

| +-- TimeoutError

+-- ReferenceError

+-- RuntimeError

| +-- NotImplementedError

| +-- RecursionError

+-- SyntaxError

| +-- IndentationError

| +-- TabError

+-- SystemError

+-- TypeError

+-- ValueError

| +-- UnicodeError

| +-- UnicodeDecodeError

| +-- UnicodeEncodeError

| +-- UnicodeTranslateError

+-- Warning

+-- DeprecationWarning

+-- PendingDeprecationWarning

+-- RuntimeWarning

+-- SyntaxWarning

+-- UserWarning

+-- FutureWarning

+-- ImportWarning

+-- UnicodeWarning

+-- BytesWarning

+-- ResourceWarning

## 抛出错误

因为错误是class，捕获一个错误就是捕获到该class的一个实例。因此，错误并不是凭空产生的，而是**有意创建并抛出的。Python的内置函数会抛出很多类型的错误，我们自己编写的函数也可以抛出错误。**

**如果要抛出错误，首先根据需要，可以定义一个错误的class，选择好继承关系，然后，用raise语句抛出一个错误的实例：**

*# err\_raise.py*

**class FooError(ValueError):**

**pass**

**def** **foo**(s):

n = int(s)

**if** n==0:

**raise FooError('invalid value: %s' % s)**

**return** 10 / n

foo('0')

执行，可以最后跟踪到我们自己定义的错误：

$ python3 err\_raise.py

Traceback (most recent **call** **last**):

File "err\_throw.py", line 11, **in** <**module**>

foo('0')

File "err\_throw.py", line 8, **in** foo

raise FooError('invalid value: %s' % s)

\_\_main\_\_.FooError: invalid **value**: 0

只有在必要的时候才定义我们自己的错误类型。如果可以选择Python已有的内置的错误类型（比如ValueError，TypeError），尽量使用Python内置的错误类型。

## 记录错误

如果不捕获错误，自然可以让Python解释器来打印出错误堆栈，但程序也被结束了。既然我们能捕获错误，就可以把错误堆栈打印出来，然后分析错误原因，同时，让程序继续执行下去。

Python内置的logging模块可以非常容易地记录错误信息：

*# err\_logging.py*

**import** logging

**def** **foo**(s):

**return** 10 / int(s)

**def** **bar**(s):

**return** foo(s) \* 2

**def** **main**():

**try**:

bar('0')

**except** Exception **as** e:

logging.exception(e)

main()

print('END')

**同样是出错，但程序打印完错误信息后会继续执行，并正常退出：**

$ python3 err\_logging.py

ERROR:root:division by zero

Traceback (most recent **call** **last**):

File "err\_logging.py", line 13, **in** main

bar('0')

File "err\_logging.py", line 9, **in** bar

return foo(s) \* 2

File "err\_logging.py", line 6, **in** foo

return 10 / **int**(s)

ZeroDivisionError: division **by** zero

**END**

通过配置，logging还可以把错误记录到日志文件里，方便事后排查。

**IO编程**

## 文件读写

### 读文件

要以读文件的模式打开一个文件对象，使用Python内置的open()函数，传入文件名和标示符：

>>> f = open('/Users/michael/test.txt', 'r')

标示符'r'表示读，这样，我们就成功地打开了一个文件。

如果文件不存在，open()函数就会抛出一个IOError的错误，并且给出错误码和详细的信息告诉你文件不存在：

如果文件打开成功，接下来，调用read()方法可以一次读取文件的全部内容，Python把内容读到内存，用一个str对象表示：

>>> f.read()

'Hello, world!'

最后一步是调用close()方法关闭文件。文件使用完毕后必须关闭，因为文件对象会占用操作系统的资源，并且操作系统同一时间能打开的文件数量也是有限的：

>>> f.close()

由于文件读写时都有可能产生IOError，一旦出错，后面的f.close()就不会调用。所以，为了保证无论是否出错都能正确地关闭文件，我们可以使用try ... finally来实现：

**try**:

f = open('/path/to/file', 'r')

print(f.read())

**finally**:

**if** f:

f.close()

调用read()会一次性读取文件的全部内容，如果文件有10G，内存就爆了，所以，要保险起见，可以反复调用read(size)方法，每次最多读取size个字节的内容。另外，调用readline()可以每次读取一行内容，调用readlines()一次读取所有内容并按行返回list。因此，要根据需要决定怎么调用。

如果文件很小，read()一次性读取最方便；如果不能确定文件大小，反复调用read(size)比较保险；如果是配置文件，调用readlines()最方便：

**for** line **in** f.readlines():

print(line.strip()) *# 把末尾的'\n'删掉*

### 写文件

写文件和读文件是一样的，唯一区别是调用open()函数时，传入标识符'w'或者'wb'表示写文本文件或写二进制文件：

>>> f = open('/Users/michael/test.txt', 'w')

>>> f.write('Hello, world!')

>>> f.close()

## 操作文件和目录

Python内置的os模块也可以直接调用操作系统提供的接口函数。

打开Python交互式命令行，我们来看看如何使用os模块的基本功能：

>>> **import** os

操作文件和目录的函数一部分放在os模块中，一部分放在os.path模块中，这一点要注意一下。**查看、创建和删除目录可以这么调用**：

*# 查看当前目录的绝对路径:*

>>> os.path.abspath('.')

'/Users/michael'

*# 在某个目录下创建一个新目录，首先把新目录的完整路径表示出来:*

>>> os.path.join('/Users/michael', 'testdir')

'/Users/michael/testdir'

*# 然后创建一个目录:*

>>> os.mkdir('/Users/michael/testdir')

*# 删掉一个目录:*

>>> os.rmdir('/Users/michael/testdir')

把两个路径合成一个时，不要直接拼字符串，而要通过os.path.join()函数

同样的道理，要**拆分路径**时，也不要直接去拆字符串，而要通过os.path.split()函数，这样可以把一个路径拆分为两部分，后一部分总是最后级别的目录或文件名：

>>> os.path.split('/Users/michael/testdir/file.txt')

('/Users/michael/testdir', 'file.txt')

os.path.splitext()可以直接让你**得到文件扩展名**，很多时候非常方便：

>>> os.path.splitext('/path/to/file.txt')

('/path/to/file', '.txt')

**这些合并、拆分路径的函数并不要求目录和文件要真实存在，它们只对字符串进行操作。**

文件操作使用下面的函数。假定当前目录下有一个test.txt文件：

*#* ***对文件重命名:***

>>> os.rename('test.txt', 'test.py')

*#* ***删掉文件:***

>>> os.remove('test.py')

最后看看如何**利用Python的特性来过滤文件**。比如我们要**列出当前目录下的所有目录**，只需要一行代码：

>>> [x **for** x **in** os.listdir('.') **if** os.path.isdir(x)]

['.lein', '.local', '.m2', '.npm', '.ssh', '.Trash', '.vim', 'Applications', 'Desktop', ...]

要列出所有的.py文件，也只需一行代码：

>>> [x **for** x **in** os.listdir('.') **if** os.path.isfile(x) **and** os.path.splitext(x)[1]=='.py']

['apis.py', 'config.py', 'models.py', 'pymonitor.py', 'test\_db.py', 'urls.py', 'wsgiapp.py']

## 序列化

在程序运行的过程中，所有的变量都是在内存中，比如，定义一个dict：

d = dict(name='Bob', age=20, score=88)

可以随时修改变量，比如把name改成'Bill'，但是一旦程序结束，变量所占用的内存就被操作系统全部回收。如果没有把修改后的'Bill'存储到磁盘上，下次重新运行程序，变量又被初始化为'Bob'。

**我们把变量从内存中变成可存储或传输的过程称之为序列化，在Python中叫pickling**，在其他语言中也被称之为serialization，marshalling，flattening等等，都是一个意思。

**序列化之后，就可以把序列化后的内容写入磁盘，或者通过网络传输到别的机器上。**

**反过来，把变量内容从序列化的对象重新读到内存里称之为反序列化，即unpickling。**

Python提供了pickle模块来实现序列化。

首先，我们尝试把一个对象序列化并写入文件：

>>> **import** pickle

>>> d = dict(name='Bob', age=20, score=88)

>>> pickle.dumps(d)

b'\x80\x03}q\x00(X\x03\x00\x00\x00ageq\x01K\x14X\x05\x00\x00\x00scoreq\x02KXX\x04\x00\x00\x00nameq\x03X\x03\x00\x00\x00Bobq\x04u.'

**pickle.dumps()方法把任意对象序列化成一个bytes，然后，就可以把这个bytes写入文件。或者用另一个方法pickle.dump()直接把对象序列化后写入一个file-like Object：**

>>> f = open('dump.txt', 'wb')

>>> **pickle.dump(d, f)**

>>> f.close()

看看写入的dump.txt文件，一堆乱七八糟的内容，这些都是Python保存的对象内部信息。

当我们要把对象从磁盘读到内存时，可以先把内容读到一个bytes，然后用pickle.loads()方法反序列化出对象，也可以直接用pickle.load()方法从一个file-like Object中直接反序列化出对象。我们打开另一个Python命令行来反序列化刚才保存的对象：

>>> f = open('dump.txt', 'rb')

>>> **d = pickle.load(f)**

>>> f.close()

>>> d

{'age': 20, 'score': 88, 'name': 'Bob'}

变量的内容又回来了！

当然，这个变量和原来的变量是完全不相干的对象，它们只是内容相同而已。

Pickle的问题和所有其他编程语言特有的序列化问题一样，就是它只能用于Python，**并且可能不同版本的Python彼此都不兼容，因此，只能用Pickle保存那些不重要的数据，不能成功地反序列化也没关系。**

JSON

如果我们要在不同的编程语言之间传递对象，就必须把对象序列化为标准格式，比如XML，但更好的方法是序列化为JSON，因为JSON表示出来就是一个字符串，可以被所有语言读取，也可以方便地存储到磁盘或者通过网络传输。JSON不仅是标准格式，并且比XML更快，而且可以直接在Web页面中读取，非常方便。

JSON表示的对象就是标准的JavaScript语言的对象，JSON和Python内置的数据类型对应如下：

|  |  |
| --- | --- |
| JSON类型 | Python类型 |
| {} | dict |
| [] | list |
| "string" | str |
| 1234.56 | int或float |
| true/false | True/False |
| null | None |

Python内置的json模块提供了非常完善的Python对象到JSON格式的转换。我们先看看如何把Python对象变成一个JSON：

**>>> import json**

>>> d = dict(name='Bob', age=20, score=88)

**>>> json.dumps(d)**

'{"age": 20, "score": 88, "name": "Bob"}'

dumps()方法返回一个str，内容就是标准的JSON。类似的，dump()方法可以直接把JSON写入一个file-like Object。

要把JSON反序列化为Python对象，用loads()或者对应的load()方法，前者把JSON的字符串反序列化，后者从file-like Object中读取字符串并反序列化：

>>> json\_str = '{"age": 20, "score": 88, "name": "Bob"}'

**>>> json.loads(json\_str)**

{'age': 20, 'score': 88, 'name': 'Bob'}

由于JSON标准规定JSON编码是UTF-8，所以我们总是能正确地在Python的str与JSON的字符串之间转换。

**进程和线程**

真正的并行执行多任务只能在多核CPU上实现，但是，由于任务数量远远多于CPU的核心数量，所以，操作系统也会自动把很多任务轮流调度到每个核心上执行。

对于操作系统来说，一个任务就是一个进程（Process），比如打开一个浏览器就是启动一个浏览器进程，打开一个记事本就启动了一个记事本进程，打开两个记事本就启动了两个记事本进程，打开一个Word就启动了一个Word进程。

有些进程还不止同时干一件事，比如Word，它可以同时进行打字、拼写检查、打印等事情。在一个进程内部，要同时干多件事，就需要同时运行多个“子任务”，我们把进程内的这些“子任务”称为线程（Thread）。

由于每个进程至少要干一件事，所以，一个进程至少有一个线程。当然，像Word这种复杂的进程可以有多个线程，多个线程可以同时执行，多线程的执行方式和多进程是一样的，也是由操作系统在多个线程之间快速切换，让每个线程都短暂地交替运行，看起来就像同时执行一样。当然，真正地同时执行多线程需要多核CPU才可能实现。

总结一下就是，多任务的实现有3种方式：

* **多进程模式；**
* **多线程模式；**
* **多进程+多线程模式。**

小结

线程是最小的执行单元，而进程由至少一个线程组成。如何调度进程和线程，完全由操作系统决定，程序自己不能决定什么时候执行，执行多长时间。

多进程和多线程的程序涉及到同步、数据共享的问题，编写起来更复杂。

## 多进程

multiprocessing

如果你打算编写多进程的服务程序，Unix/Linux无疑是正确的选择。由于Windows没有fork调用，难道在Windows上无法用Python编写多进程的程序？

由于Python是跨平台的，自然也应该提供一个跨平台的多进程支持。multiprocessing模块就是跨平台版本的多进程模块。

multiprocessing模块提供了一个Process类来代表一个进程对象，下面的例子演示了启动一个子进程并等待其结束：

**from multiprocessing import Process**

**import** os

*# 子进程要执行的代码*

**def** **run\_proc**(name):

print('Run child process %s (%s)...' % (name, os.getpid()))

**if** \_\_name\_\_=='\_\_main\_\_':

print('Parent process %s.' % os.getpid())

**p = Process(target=run\_proc, args=('test',))**

print('Child process will start.')

**p.start()**

**p.join()**

print('Child process end.')

执行结果如下：

Parent process 928.

Process will **start**.

Run child process test (929)...

Process **end**.

创建子进程时，只需要传入一个执行函数和函数的参数，创建一个Process实例，**用start()方法启动**，这样创建进程比fork()还要简单。

**join()方法可以等待子进程结束后再继续往下运行，通常用于进程间的同步。**

Pool

**如果要启动大量的子进程，可以用进程池的方式批量创建子进程：**

**from multiprocessing import Pool**

**import** os, time, random

**def** **long\_time\_task**(name):

print('Run task %s (%s)...' % (name, os.getpid()))

start = time.time()

time.sleep(random.random() \* 3)

end = time.time()

print('Task %s runs %0.2f seconds.' % (name, (end - start)))

**if** \_\_name\_\_=='\_\_main\_\_':

print('Parent process %s.' % os.getpid())

**p = Pool(4)**

**for** i **in** range(5):

**p.apply\_async(long\_time\_task, args=(i,))**

print('Waiting for all subprocesses done...')

**p.close()**

**p.join()**

print('All subprocesses done.')

执行结果如下：

**Parent** process 669.

Waiting **for** all subprocesses done...

Run task 0 (671)...

Run task 1 (672)...

Run task 2 (673)...

Run task 3 (674)...

Task 2 runs 0.14 seconds.

Run task 4 (673)...

Task 1 runs 0.27 seconds.

Task 3 runs 0.86 seconds.

Task 0 runs 1.41 seconds.

Task 4 runs 1.91 seconds.

All subprocesses done.

代码解读：

**对Pool对象调用join()方法会等待所有子进程执行完毕，调用join()之前必须先调用close()，调用close()之后就不能继续添加新的Process了。**

请注意输出的结果，task 0，1，2，3是立刻执行的，而task 4要等待前面某个task完成后才执行，这是因为Pool的默认大小在我的电脑上是4，因此，最多同时执行4个进程。这是Pool有意设计的限制，并不是操作系统的限制。如果改成：

p = Pool(5)

就可以同时跑5个进程。

**由于Pool的默认大小是CPU的核数**，如果你不幸拥有8核CPU，你要提交至少9个子进程才能看到上面的等待效果。

实验表明，将Pool大小设置成CPU个数最高效。

**进程间通信**

Process之间肯定是需要通信的，操作系统提供了很多机制来实现进程间的通信。Python的multiprocessing模块包装了底层的机制，提供了Queue、Pipes等多种方式来交换数据。

我们以Queue为例，在父进程中创建两个子进程，一个往Queue里写数据，一个从Queue里读数据：

**from multiprocessing import Process, Queue**

**import** os, time, random

*# 写数据进程执行的代码:*

**def** **write**(q):

print('Process to write: %s' % os.getpid())

**for** value **in** ['A', 'B', 'C']:

print('Put %s to queue...' % value)

**q.put(value)**

time.sleep(random.random())

*# 读数据进程执行的代码:*

**def** **read**(q):

print('Process to read: %s' % os.getpid())

**while** True:

value = **q.get(True)**

print('Get %s from queue.' % value)

**if** \_\_name\_\_=='\_\_main\_\_':

*# 父进程创建Queue，并传给各个子进程：*

**q = Queue()**

pw = Process(target=write, args=(q,))

pr = Process(target=read, args=(q,))

*# 启动子进程pw，写入:*

pw.start()

*# 启动子进程pr，读取:*

pr.start()

*# 等待pw结束:*

pw.join()

*# pr进程里是死循环，无法等待其结束，只能强行终止:*

pr.terminate()

## 多线程

**多任务可以由多进程完成，也可以由一个进程内的多线程完成。**

我们前面提到了进程是由若干线程组成的，一个进程至少有一个线程。

由于线程是操作系统直接支持的执行单元，因此，高级语言通常都内置多线程的支持，Python也不例外，并且，Python的线程是真正的Posix Thread，而不是模拟出来的线程。

Python的标准库提供了两个模块：\_thread和threading，\_thread是低级模块，threading是高级模块，对\_thread进行了封装。**绝大多数情况下，我们只需要使用threading这个高级模块。**

启动一个线程就是把一个函数传入并创建Thread实例，然后调用start()开始执行：

**import** time, threading

*# 新线程执行的代码:*

**def** **loop**():

print('thread %s is running...' % threading.current\_thread().name)

n = 0

**while** n < 5:

n = n + 1

print('thread %s >>> %s' % (threading.current\_thread().name, n))

time.sleep(1)

print('thread %s ended.' % threading.current\_thread().name)

print('thread %s is running...' % threading.current\_thread().name)

t = threading.Thread(target=loop, name='LoopThread')

t.start()

t.join()

print('thread %s ended.' % threading.current\_thread().name)

执行结果如下：

thread MainThread **is** running...

thread LoopThread **is** running...

thread LoopThread >>> 1

thread LoopThread >>> 2

thread LoopThread >>> 3

thread LoopThread >>> 4

thread LoopThread >>> 5

thread LoopThread ended.

thread MainThread ended.

由于任何进程默认就会启动一个线程，我们把该线程称为主线程，主线程又可以启动新的线程，Python的threading模块有个current\_thread()函数，它永远返回当前线程的实例。主线程实例的名字叫MainThread，子线程的名字在创建时指定，我们用LoopThread命名子线程。名字仅仅在打印时用来显示，完全没有其他意义，如果不起名字Python就自动给线程命名为Thread-1，Thread-2……

**Lock**

**多线程和多进程最大的不同在于，多进程中，同一个变量，各自有一份拷贝存在于每个进程中，互不影响，而多线程中，所有变量都由所有线程共享，所以，任何一个变量都可以被任何一个线程修改，因此，线程之间共享数据最大的危险在于多个线程同时改一个变量，把内容给改乱了。**

来看看多个线程同时操作一个变量怎么把内容给改乱了：

**import** time, threading

*# 假定这是你的银行存款:*

balance = 0

**def** **change\_it**(n):

*# 先存后取，结果应该为0:*

**global** balance

balance = balance + n

balance = balance - n

**def** **run\_thread**(n):

**for** i **in** range(100000):

change\_it(n)

t1 = threading.Thread(target=run\_thread, args=(5,))

t2 = threading.Thread(target=run\_thread, args=(8,))

t1.start()

t2.start()

t1.join()

t2.join()

print(balance)

我们定义了一个共享变量balance，初始值为0，并且启动两个线程，先存后取，理论上结果应该为0，但是，由于线程的调度是由操作系统决定的，当t1、t2交替执行时，只要循环次数足够多，balance的结果就不一定是0了。

原因是因为高级语言的一条语句在CPU执行时是若干条语句，即使一个简单的计算：

balance = balance + n

也分两步：

1. 计算balance + n，存入临时变量中；
2. 将临时变量的值赋给balance。

也就是可以看成：

x = balance + n

balance = x

由于x是局部变量，两个线程各自都有自己的x，当代码正常执行时：

初始值 balance = 0

t1: x1 = balance + 5 *# x1 = 0 + 5 = 5*

t1: balance = x1 *# balance = 5*

t1: x1 = balance - 5 *# x1 = 5 - 5 = 0*

t1: balance = x1 *# balance = 0*

t2: x2 = balance + 8 *# x2 = 0 + 8 = 8*

t2: balance = x2 *# balance = 8*

t2: x2 = balance - 8 *# x2 = 8 - 8 = 0*

t2: balance = x2 *# balance = 0*

结果 balance = 0

但是t1和t2是交替运行的，如果操作系统以下面的顺序执行t1、t2：

初始值 balance = 0

t1: x1 = balance + 5 *# x1 = 0 + 5 = 5*

t2: x2 = balance + 8 *# x2 = 0 + 8 = 8*

t2: balance = x2 *# balance = 8*

t1: balance = x1 *# balance = 5*

t1: x1 = balance - 5 *# x1 = 5 - 5 = 0*

t1: balance = x1 *# balance = 0*

t2: x2 = balance - 8 *# x2 = 0 - 8 = -8*

t2: balance = x2 *# balance = -8*

结果 balance = -8

**究其原因，是因为修改balance需要多条语句，而执行这几条语句时，线程可能中断，从而导致多个线程把同一个对象的内容改乱了。**

两个线程同时一存一取，就可能导致余额不对，你肯定不希望你的银行存款莫名其妙地变成了负数，所以，我们必须确保一个线程在修改balance的时候，别的线程一定不能改。

如果我们要确保balance计算正确，就要给change\_it()上一把锁，当某个线程开始执行change\_it()时，我们说，该线程因为获得了锁，因此其他线程不能同时执行change\_it()，只能等待，直到锁被释放后，获得该锁以后才能改。**由于锁只有一个（都是lock），无论多少线程，同一时刻最多只有一个线程持有该锁，所以，不会造成修改的冲突。创建一个锁就是通过threading.Lock()来实现：**

balance = 0

lock = threading.Lock()

**def** **run\_thread**(n):

**for** i **in** range(100000):

*# 先要获取锁:*

lock.acquire()

**try**:

*# 放心地改吧:*

change\_it(n)

**finally**:

*# 改完了一定要释放锁:*

lock.release()

**当多个线程同时执行lock.acquire()时，只有一个线程能成功地获取锁，然后继续执行代码，其他线程就继续等待直到获得锁为止。**

获得锁的线程用完后一定要释放锁，否则那些苦苦等待锁的线程将永远等待下去，成为死线程。所以我们用try...finally来确保锁一定会被释放。

锁的好处就是确保了某段关键代码只能由一个线程从头到尾完整地执行，坏处当然也很多，首先是阻止了多线程并发执行，包含锁的某段代码实际上只能以单线程模式执行，效率就大大地下降了。**其次，由于可以存在多个锁，不同的线程持有不同的锁，并试图获取对方持有的锁时，可能会造成死锁，导致多个线程全部挂起，既不能执行，也无法结束，只能靠操作系统强制终止。**

**多核CPU**

如果你不幸拥有一个多核CPU，你肯定在想，多核应该可以同时执行多个线程。

如果写一个死循环的话，会出现什么情况呢？

打开Mac OS X的Activity Monitor，或者Windows的Task Manager，都可以监控某个进程的CPU使用率。

我们可以监控到一个死循环线程会100%占用一个CPU。

如果有两个死循环线程，在多核CPU中，可以监控到会占用200%的CPU，也就是占用两个CPU核心。

要想把N核CPU的核心全部跑满，就必须启动N个死循环线程。

试试用Python写个死循环：

**import** threading, multiprocessing

**def** **loop**():

x = 0

**while** True:

x = x ^ 1

**for** i **in** range(multiprocessing.cpu\_count()):

t = threading.Thread(target=loop)

t.start()

启动与CPU核心数量相同的N个线程，在4核CPU上可以监控到CPU占用率仅有102%，也就是仅使用了一核。

但是用C、C++或Java来改写相同的死循环，直接可以把全部核心跑满，4核就跑到400%，8核就跑到800%，为什么Python不行呢？

**因为Python的线程虽然是真正的线程，但解释器执行代码时，有一个GIL锁：Global Interpreter Lock，任何Python线程执行前，必须先获得GIL锁，然后，每执行100条字节码，解释器就自动释放GIL锁，让别的线程有机会执行。这个GIL全局锁实际上把所有线程的执行代码都给上了锁，所以，多线程在Python中只能交替执行，即使100个线程跑在100核CPU上，也只能用到1个核。**

**因为有GIL锁，每个进程里面有一个GIL锁，一个进程里面运行多线程，线程必须获得GIL锁才能运行，所以在Pyhton里面多线程运行是假的，一个核只能运行一个进程的某个线程，不能两个核同时运行一个进程里面的两个线程。只能两个核运行两个进程，达到并发效用！！！**

GIL是Python解释器设计的历史遗留问题，通常我们用的解释器是官方实现的CPython，要真正利用多核，除非重写一个不带GIL的解释器。

所以，在Python中，可以使用多线程，但不要指望能有效利用多核。如果一定要通过多线程利用多核，那只能通过C扩展来实现，不过这样就失去了Python简单易用的特点。

不过，也不用过于担心，**Python虽然不能利用多线程实现多核任务，但可以通过多进程实现多核任务。多个Python进程有各自独立的GIL锁，互不影响。**

## ThreadLocal

在多线程环境下，每个线程都有自己的数据。一个线程使用自己的局部变量比使用全局变量好，因为局部变量只有线程自己能看见，不会影响其他线程，而全局变量的修改必须加锁。

但是局部变量也有问题，就是在函数调用的时候，传递起来很麻烦：

**def** **process\_student**(name):

std = Student(name)

*# std是局部变量，但是每个函数都要用它，因此必须传进去：*

do\_task\_1(std)

do\_task\_2(std)

**def** **do\_task\_1**(std):

do\_subtask\_1(std)

do\_subtask\_2(std)

**def** **do\_task\_2**(std):

do\_subtask\_2(std)

do\_subtask\_2(std)

每个函数一层一层调用都这么传参数那还得了？用全局变量？也不行，因为每个线程处理不同的Student对象，不能共享。

如果用一个全局dict存放所有的Student对象，然后以thread自身作为key获得线程对应的Student对象如何？

global\_dict = {}

**def** **std\_thread**(name):

std = Student(name)

*# 把std放到全局变量global\_dict中：*

global\_dict[threading.current\_thread()] = std

do\_task\_1()

do\_task\_2()

**def** **do\_task\_1**():

*# 不传入std，而是根据当前线程查找：*

std = global\_dict[threading.current\_thread()]

...

**def** **do\_task\_2**():

*# 任何函数都可以查找出当前线程的std变量：*

std = global\_dict[threading.current\_thread()]

...

这种方式理论上是可行的，它最大的优点是消除了std对象在每层函数中的传递问题，但是，每个函数获取std的代码有点丑。

有没有更简单的方式？

ThreadLocal应运而生，不用查找dict，ThreadLocal帮你自动做这件事：

**import** threading

*# 创建全局ThreadLocal对象:*

local\_school = threading.local()

**def** **process\_student**():

*# 获取当前线程关联的student:*

std = local\_school.student

print('Hello, %s (in %s)' % (std, threading.current\_thread().name))

**def** **process\_thread**(name):

*# 绑定ThreadLocal的student:*

local\_school.student = name

process\_student()

t1 = threading.Thread(target= process\_thread, args=('Alice',), name='Thread-A')

t2 = threading.Thread(target= process\_thread, args=('Bob',), name='Thread-B')

t1.start()

t2.start()

t1.join()

t2.join()

执行结果：

Hello, Alice (**in** Thread-A)

Hello, Bob (**in** Thread-B)

**全局变量local\_school就是一个ThreadLocal对象，每个Thread对它都可以读写student属性，但互不影响。你可以把local\_school看成全局变量，但每个属性如local\_school.student都是线程的局部变量，可以任意读写而互不干扰，也不用管理锁的问题，ThreadLocal内部会处理。**

可以理解为全局变量local\_school是一个dict，不但可以用local\_school.student，还可以绑定其他变量，如local\_school.teacher等等。

ThreadLocal最常用的地方就是为每个线程绑定一个数据库连接，HTTP请求，用户身份信息等，这样一个线程的所有调用到的处理函数都可以非常方便地访问这些资源。

小结

**一个ThreadLocal变量虽然是全局变量，但每个线程都只能读写自己线程的独立副本，互不干扰。ThreadLocal解决了参数在一个线程中各个函数之间互相传递的问题。**

## 进程 vs. 线程

我们介绍了多进程和多线程，这是实现多任务最常用的两种方式。现在，我们来讨论一下这两种方式的优缺点。

首先，要实现多任务，通常我们会设计Master-Worker模式，Master负责分配任务，Worker负责执行任务，因此，多任务环境下，通常是一个Master，多个Worker。

如果用多进程实现Master-Worker，主进程就是Master，其他进程就是Worker。

如果用多线程实现Master-Worker，主线程就是Master，其他线程就是Worker。

多进程模式最大的优点就是稳定性高，因为一个子进程崩溃了，不会影响主进程和其他子进程。（当然主进程挂了所有进程就全挂了，但是Master进程只负责分配任务，挂掉的概率低）著名的Apache最早就是采用多进程模式。

多进程模式的缺点是创建进程的代价大，在Unix/Linux系统下，用fork调用还行，在Windows下创建进程开销巨大。另外，操作系统能同时运行的进程数也是有限的，在内存和CPU的限制下，如果有几千个进程同时运行，操作系统连调度都会成问题。

多线程模式通常比多进程快一点，但是也快不到哪去，而且，多线程模式致命的缺点就是任何一个线程挂掉都可能直接造成整个进程崩溃，因为所有线程共享进程的内存。在Windows上，如果一个线程执行的代码出了问题，你经常可以看到这样的提示：“该程序执行了非法操作，即将关闭”，其实往往是某个线程出了问题，但是操作系统会强制结束整个进程。

在Windows下，多线程的效率比多进程要高，所以微软的IIS服务器默认采用多线程模式。由于多线程存在稳定性的问题，IIS的稳定性就不如Apache。为了缓解这个问题，IIS和Apache现在又有多进程+多线程的混合模式，真是把问题越搞越复杂。

**线程切换**

无论是多进程还是多线程，只要数量一多，效率肯定上不去。

所以，多任务一旦多到一个限度，就会消耗掉系统所有的资源，结果效率急剧下降，所有任务都做不好。

**计算密集型 vs. IO密集型**

是否采用多任务的第二个考虑是任务的类型。我们可以把任务分为计算密集型和IO密集型。

计算密集型任务的特点是要进行大量的计算，消耗CPU资源，比如计算圆周率、对视频进行高清解码等等，全靠CPU的运算能力。这种计算密集型任务虽然也可以用多任务完成，但是任务越多，花在任务切换的时间就越多，CPU执行任务的效率就越低，所以，**要最高效地利用CPU，计算密集型任务同时进行的数量应当等于CPU的核心数。**

计算密集型任务由于主要消耗CPU资源，因此，代码运行效率至关重要。Python这样的脚本语言运行效率很低，完全不适合计算密集型任务。对于计算密集型任务，最好用C语言编写。

第二种任务的类型是IO密集型，涉及到网络、磁盘IO的任务都是IO密集型任务，这类任务的特点是CPU消耗很少，任务的大部分时间都在等待IO操作完成（因为IO的速度远远低于CPU和内存的速度）。对于IO密集型任务，任务越多，CPU效率越高，但也有一个限度。常见的大部分任务都是IO密集型任务，比如Web应用。对于IO密集型任务，最合适的语言就是开发效率最高（代码量最少）的语言，脚本语言是首选，C语言最差。

**异步IO**

考虑到CPU和IO之间巨大的速度差异，一个任务在执行的过程中大部分时间都在等待IO操作，单进程单线程模型会导致别的任务无法并行执行，因此，我们才需要多进程模型或者多线程模型来支持多任务并发执行。

现代操作系统对IO操作已经做了巨大的改进，最大的特点就是支持异步IO。如果充分利用操作系统提供的异步IO支持，就可以用单进程单线程模型来执行多任务，这种全新的模型称为事件驱动模型，Nginx就是支持异步IO的Web服务器，它在单核CPU上采用单进程模型就可以高效地支持多任务。在多核CPU上，可以运行多个进程（数量与CPU核心数相同），充分利用多核CPU。由于系统总的进程数量十分有限，因此操作系统调度非常高效。用异步IO编程模型来实现多任务是一个主要的趋势。

对应到Python语言，单进程的异步编程模型称为协程，有了协程的支持，就可以基于事件驱动编写高效的多任务程序。我们会在后面讨论如何编写协程。

**正则表达式**

字符串是编程时涉及到的最多的一种数据结构，对字符串进行操作的需求几乎无处不在。比如判断一个字符串是否是合法的Email地址，虽然可以编程提取@前后的子串，再分别判断是否是单词和域名，但这样做不但麻烦，而且代码难以复用。

正则表达式是一种用来匹配字符串的强有力的武器。它的设计思想是用一种描述性的语言来给字符串定义一个规则，凡是符合规则的字符串，我们就认为它“匹配”了，否则，该字符串就是不合法的。

所以我们判断一个字符串是否是合法的Email的方法是：

1. 创建一个匹配Email的正则表达式；
2. 用该正则表达式去匹配用户的输入来判断是否合法。

因为正则表达式也是用字符串表示的，所以，我们要首先了解如何用字符来描述字符。

在正则表达式中，如果直接给出字符，就是精确匹配。用\d可以匹配一个数字，\w可以匹配一个字母或数字，所以：

* '00\d'可以匹配'007'，但无法匹配'00A'；
* '\d\d\d'可以匹配'010'；
* '\w\w\d'可以匹配'py3'；

.可以匹配任意字符，所以：

* 'py.'可以匹配'pyc'、'pyo'、'py!'等等。

要匹配变长的字符，在正则表达式中，用\*表示任意个字符（包括0个），用+表示至少一个字符，用?表示0个或1个字符，用{n}表示n个字符，用{n,m}表示n-m个字符：

来看一个复杂的例子：\d{3}\s+\d{3,8}。

我们来从左到右解读一下：

1. \d{3}表示匹配3个数字，例如'010'；
2. \s可以匹配一个空格（也包括Tab等空白符），所以\s+表示至少有一个空格，例如匹配' '，' '等；
3. \d{3,8}表示3-8个数字，例如'1234567'。

综合起来，上面的正则表达式可以匹配以任意个空格隔开的带区号的电话号码。

如果要匹配'010-12345'这样的号码呢？由于'-'是特殊字符，在正则表达式中，要用'\'转义，所以，上面的正则是\d{3}\-\d{3,8}。

但是，仍然无法匹配'010 - 12345'，因为带有空格。所以我们需要更复杂的匹配方式。

### 进阶

要做更精确地匹配，可以用[]表示范围，比如：

* [0-9a-zA-Z\\_]可以匹配一个数字、字母或者下划线；
* [0-9a-zA-Z\\_]+可以匹配至少由一个数字、字母或者下划线组成的字符串，比如'a100'，'0\_Z'，'Py3000'等等；
* [a-zA-Z\\_][0-9a-zA-Z\\_]\*可以匹配由字母或下划线开头，后接任意个由一个数字、字母或者下划线组成的字符串，也就是Python合法的变量；
* [a-zA-Z\\_][0-9a-zA-Z\\_]{0, 19}更精确地限制了变量的长度是1-20个字符（前面1个字符+后面最多19个字符）。

A|B可以匹配A或B，所以[P|p]ython可以匹配'Python'或者'python'。

^表示行的开头，^\d表示必须以数字开头。

$表示行的结束，\d$表示必须以数字结束。

你可能注意到了，py也可以匹配'python'，但是加上^py$就变成了整行匹配，就只能匹配'py'了。

### re模块

有了准备知识，我们就可以在Python中使用正则表达式了。Python提供re模块，包含所有正则表达式的功能。由于Python的字符串本身也用\转义，所以要特别注意：

s = 'ABC\\-001' # Python的字符串

# 对应的正则表达式字符串变成：

# 'ABC\-001'

因此我们强烈建议使用Python的r前缀，就不用考虑转义的问题了：

s = r'ABC\-001' # Python的字符串

# 对应的正则表达式字符串不变：

# 'ABC\-001'

先看看如何判断正则表达式是否匹配：

>>> import re

>>> re.match(r'^\d{3}\-\d{3,8}$', '010-12345')

<\_sre.SRE\_Match object; span=(0, 9), match='010-12345'>

>>> re.match(r'^\d{3}\-\d{3,8}$', '010 12345')

>>>

match()方法判断是否匹配，如果匹配成功，返回一个Match对象，否则返回None。常见的判断方法就是：

test = '用户输入的字符串'

if re.match(r'正则表达式', test):

print('ok')

else:

print('failed')

### 切分字符串

用正则表达式切分字符串比用固定的字符更灵活，请看正常的切分代码：

>>> 'a b c'.split(' ')

['a', 'b', '', '', 'c']

嗯，无法识别连续的空格，用正则表达式试试：

>>> re.split(r'\s+', 'a b c')

['a', 'b', 'c']

无论多少个空格都可以正常分割。加入,试试：

>>> re.split(r'[\s\,]+', 'a,b, c d')

['a', 'b', 'c', 'd']

再加入;试试：

>>> re.split(r'[\s\,\;]+', 'a,b;; c d')

['a', 'b', 'c', 'd']

如果用户输入了一组标签，下次记得用正则表达式来把不规范的输入转化成正确的数组。

### 分组

除了简单地判断是否匹配之外，正则表达式还有提取子串的强大功能。用()表示的就是要提取的分组（Group）。比如：

^(\d{3})-(\d{3,8})$分别定义了两个组，可以直接从匹配的字符串中提取出区号和本地号码：

>>> m = re.match(r'^(\d{3})-(\d{3,8})$', '010-12345')

>>> m

<\_sre.SRE\_Match object; span=(0, 9), match='010-12345'>

>>> m.group(0)

'010-12345'

>>> m.group(1)

'010'

>>> m.group(2)

'12345'

如果正则表达式中定义了组，就可以在Match对象上用group()方法提取出子串来。

注意到group(0)永远是原始字符串，group(1)、group(2)……表示第1、2、……个子串。

提取子串非常有用。来看一个更凶残的例子：

>>> t = '19:05:30'

>>> m = re.match(r'^(0[0-9]|1[0-9]|2[0-3]|[0-9])\:(0[0-9]|1[0-9]|2[0-9]|3[0-9]|4[0-9]|5[0-9]|[0-9])\:(0[0-9]|1[0-9]|2[0-9]|3[0-9]|4[0-9]|5[0-9]|[0-9])$', t)

>>> m.groups()

('19', '05', '30')

这个正则表达式可以直接识别合法的时间。但是有些时候，用正则表达式也无法做到完全验证，比如识别日期：

'^(0[1-9]|1[0-2]|[0-9])-(0[1-9]|1[0-9]|2[0-9]|3[0-1]|[0-9])$'

对于'2-30'，'4-31'这样的非法日期，用正则还是识别不了，或者说写出来非常困难，这时就需要程序配合识别了。

### 贪婪匹配

最后需要特别指出的是，正则匹配默认是贪婪匹配，也就是匹配尽可能多的字符。举例如下，匹配出数字后面的0：

>>> re.match(r'^(\d+)(0\*)$', '102300').groups()

('102300', '')

由于\d+采用贪婪匹配，直接把后面的0全部匹配了，结果0\*只能匹配空字符串了。

必须让\d+采用非贪婪匹配（也就是尽可能少匹配），才能把后面的0匹配出来，加个?就可以让\d+采用非贪婪匹配：

>>> re.match(r'^(\d+?)(0\*)$', '102300').groups()

('1023', '00')

### 编译

当我们在Python中使用正则表达式时，re模块内部会干两件事情：

1. 编译正则表达式，如果正则表达式的字符串本身不合法，会报错；
2. 用编译后的正则表达式去匹配字符串。

如果一个正则表达式要重复使用几千次，出于效率的考虑，我们可以预编译该正则表达式，接下来重复使用时就不需要编译这个步骤了，直接匹配：

>>> import re

# 编译:

>>> re\_telephone = re.compile(r'^(\d{3})-(\d{3,8})$')

# 使用：

>>> re\_telephone.match('010-12345').groups()

('010', '12345')

>>> re\_telephone.match('010-8086').groups()

('010', '8086')

编译后生成Regular Expression对象，由于该对象自己包含了正则表达式，所以调用对应的方法时不用给出正则字符串。

**网络编程**

## TCP/IP简介

IP协议负责把数据从一台计算机通过网络发送到另一台计算机。数据被分割成一小块一小块，然后通过IP包发送出去。由于互联网链路复杂，两台计算机之间经常有多条线路，因此，路由器就负责决定如何把一个IP包转发出去。IP包的特点是按块发送，途径多个路由，但不保证能到达，也不保证顺序到达。

TCP协议则是建立在IP协议之上的。TCP协议负责在两台计算机之间建立可靠连接，保证数据包按顺序到达。TCP协议会通过握手建立连接，然后，对每个IP包编号，确保对方按顺序收到，如果包丢掉了，就自动重发。

许多常用的更高级的协议都是建立在TCP协议基础上的，比如用于浏览器的HTTP协议、发送邮件的SMTP协议等。

一个IP包除了包含要传输的数据外，还包含源IP地址和目标IP地址，源端口和目标端口。

端口有什么作用？在两台计算机通信时，只发IP地址是不够的，因为同一台计算机上跑着多个网络程序。一个IP包来了之后，到底是交给浏览器还是QQ，就需要端口号来区分。每个网络程序都向操作系统申请唯一的端口号，这样，两个进程在两台计算机之间建立网络连接就需要各自的IP地址和各自的端口号。

## TCP编程

Socket是网络编程的一个抽象概念。通常我们用一个Socket表示“打开了一个网络链接”，而打开一个Socket需要知道目标计算机的IP地址和端口号，再指定协议类型即可。

**客户端**

大多数连接都是可靠的TCP连接。创建TCP连接时，主动发起连接的叫客户端，被动响应连接的叫服务器。

所以，我们要创建一个基于TCP连接的Socket，可以这样做：

*# 导入socket库:*

**import** socket

*# 创建一个socket:*

**s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)**

*# 建立连接:*

**s.connect(('www.sina.com.cn', 80))**

创建Socket时，AF\_INET指定使用IPv4协议，如果要用更先进的IPv6，就指定为AF\_INET6。SOCK\_STREAM指定使用面向流的TCP协议，这样，一个Socket对象就创建成功，但是还没有建立连接。

客户端要主动发起TCP连接，必须知道服务器的IP地址和端口号。新浪网站的IP地址可以用域名www.sina.com.cn自动转换到IP地址，但是怎么知道新浪服务器的端口号呢？

答案是作为服务器，提供什么样的服务，端口号就必须固定下来。由于我们想要访问网页，因此新浪提供网页服务的服务器必须把端口号固定在80端口，因为80端口是Web服务的标准端口。其他服务都有对应的标准端口号，例如SMTP服务是25端口，FTP服务是21端口，等等。端口号小于1024的是Internet标准服务的端口，端口号大于1024的，可以任意使用。

建立TCP连接后，我们就可以向新浪服务器发送请求，要求返回首页的内容：

*# 发送数据:*

s.send(b'GET / HTTP/1.1\r\nHost: www.sina.com.cn\r\nConnection: close\r\n\r\n')

TCP连接创建的是双向通道，双方都可以同时给对方发数据。但是谁先发谁后发，怎么协调，要根据具体的协议来决定。例如，HTTP协议规定客户端必须先发请求给服务器，服务器收到后才发数据给客户端。

发送的文本格式必须符合HTTP标准，如果格式没问题，接下来就可以接收新浪服务器返回的数据了：

*# 接收数据:*

buffer = []

**while** **True**:

*# 每次最多接收1k字节:*

d = s.recv(1024)

**if** d:

buffer.append(d)

**else**:

**break**

data = b''.join(buffer)

接收数据时，调用recv(max)方法，一次最多接收指定的字节数，因此，在一个while循环中反复接收，直到recv()返回空数据，表示接收完毕，退出循环。

当我们接收完数据后，调用close()方法关闭Socket，这样，一次完整的网络通信就结束了：

*# 关闭连接:*

s.close()

接收到的数据包括HTTP头和网页本身，我们只需要把HTTP头和网页分离一下，把HTTP头打印出来，网页内容保存到文件：

header, html = data.split(b'\r\n\r\n', 1)

print(header.decode('utf-8'))

*# 把接收的数据写入文件:*

**with** open('sina.html', 'wb') **as** f:

f.write(html)

现在，只需要在浏览器中打开这个sina.html文件，就可以看到新浪的首页了。

**服务器**

和客户端编程相比，服务器编程就要复杂一些。

服务器进程首先要绑定一个端口并监听来自其他客户端的连接。如果某个客户端连接过来了，服务器就与该客户端建立Socket连接，随后的通信就靠这个Socket连接了。

所以，服务器会打开固定端口（比如80）监听，每来一个客户端连接，就创建该Socket连接。由于服务器会有大量来自客户端的连接，所以，服务器要能够区分一个Socket连接是和哪个客户端绑定的。一个Socket依赖4项：服务器地址、服务器端口、客户端地址、客户端端口来唯一确定一个Socket。

但是服务器还需要同时响应多个客户端的请求，所以，每个连接都需要一个新的进程或者新的线程来处理，否则，服务器一次就只能服务一个客户端了。

我们来编写一个简单的服务器程序，它接收客户端连接，把客户端发过来的字符串加上Hello再发回去。

首先，创建一个基于IPv4和TCP协议的Socket：

s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

然后，我们要绑定监听的地址和端口。服务器可能有多块网卡，可以绑定到某一块网卡的IP地址上，也可以用0.0.0.0绑定到所有的网络地址，还可以用127.0.0.1绑定到本机地址。127.0.0.1是一个特殊的IP地址，表示本机地址，如果绑定到这个地址，客户端必须同时在本机运行才能连接，也就是说，外部的计算机无法连接进来。

端口号需要预先指定。因为我们写的这个服务不是标准服务，所以用9999这个端口号。请注意，小于1024的端口号必须要有管理员权限才能绑定：

紧接着，调用listen()方法开始监听端口，传入的参数指定等待连接的最大数量：

s.listen(5)

**print**('Waiting for connection...')

接下来，服务器程序通过一个永久循环来接受来自客户端的连接，accept()会等待并返回一个客户端的连接:

**while** **True**:

*# 接受一个新连接:*

sock, addr = s.accept()

*# 创建新线程来处理TCP连接:*

t = threading.Thread(target=tcplink, args=(sock, addr))

t.start()

**每个连接都必须创建新线程（或进程）来处理，否则，单线程在处理连接的过程中，无法接受其他客户端的连接。**

**电子邮件**

一封电子邮件的旅程就是：

发件人 -> MUA -> MTA -> MTA -> 若干个MTA -> MDA <- MUA <- 收件人

有了上述基本概念，要编写程序来发送和接收邮件，本质上就是：

1. 编写MUA把邮件发到MTA；
2. 编写MUA从MDA上收邮件。

发邮件时，MUA和MTA使用的协议就是SMTP：Simple Mail Transfer Protocol，后面的MTA到另一个MTA也是用SMTP协议。

收邮件时，MUA和MDA使用的协议有两种：POP：Post Office Protocol，目前版本是3，俗称POP3；IMAP：Internet Message Access Protocol，目前版本是4，优点是不但能取邮件，还可以直接操作MDA上存储的邮件，比如从收件箱移到垃圾箱，等等。

邮件客户端软件在发邮件时，会让你先配置SMTP服务器，也就是你要发到哪个MTA上。假设你正在使用163的邮箱，你就不能直接发到新浪的MTA上，因为它只服务新浪的用户，所以，你得填163提供的SMTP服务器地址：smtp.163.com，为了证明你是163的用户，SMTP服务器还要求你填写邮箱地址和邮箱口令，这样，MUA才能正常地把Email通过SMTP协议发送到MTA。

类似的，从MDA收邮件时，MDA服务器也要求验证你的邮箱口令，确保不会有人冒充你收取你的邮件，所以，Outlook之类的邮件客户端会要求你填写POP3或IMAP服务器地址、邮箱地址和口令，这样，MUA才能顺利地通过POP或IMAP协议从MDA取到邮件。

在使用Python收发邮件前，请先准备好至少两个电子邮件，如xxx@163.com，xxx@sina.com，xxx@qq.com等，注意两个邮箱不要用同一家邮件服务商。

**最后*特别注意*，目前大多数邮件服务商都需要手动打开SMTP发信和POP收信的功能，否则只允许在网页登录.**

## SMTP发送邮件

SMTP是发送邮件的协议，Python内置对SMTP的支持，可以发送纯文本邮件、HTML邮件以及带附件的邮件。

Python对SMTP支持有smtplib和email两个模块，email负责构造邮件，smtplib负责发送邮件。

首先，我们来构造一个最简单的纯文本邮件：

**from** email.mime.text **import** MIMEText

msg = MIMEText('hello, send by Python...', 'plain', 'utf-8')

注意到构造MIMEText对象时，第一个参数就是邮件正文，第二个参数是MIME的subtype，传入'plain'表示纯文本，最终的MIME就是'text/plain'，最后一定要用utf-8编码保证多语言兼容性。

然后，通过SMTP发出去：

*# 输入Email地址和口令:*

from\_addr = input('From: ')

password = input('Password: ')

*# 输入收件人地址:*

to\_addr = input('To: ')

*# 输入SMTP服务器地址:*

smtp\_server = input('SMTP server: ')

**import** smtplib

server = smtplib.SMTP(smtp\_server, 25) *# SMTP协议默认端口是25*

server.set\_debuglevel(1)

server.login(from\_addr, password)

server.sendmail(from\_addr, [to\_addr], msg.as\_string())

server.quit()

我们用set\_debuglevel(1)就可以打印出和SMTP服务器交互的所有信息。SMTP协议就是简单的文本命令和响应。login()方法用来登录SMTP服务器，sendmail()方法就是发邮件，由于可以一次发给多个人，所以传入一个list，邮件正文是一个str，as\_string()把MIMEText对象变成str。

如果一切顺利，就可以在收件人信箱中收到我们刚发送的Email：
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仔细观察，发现如下问题：

邮件没有主题；

收件人的名字没有显示为友好的名字，比如Mr Green <green@example.com>；

明明收到了邮件，却提示不在收件人中。

这是因为邮件主题、如何显示发件人、收件人等信息并不是通过SMTP协议发给MTA，而是包含在发给MTA的文本中的，所以，我们必须把From、To和Subject添加到MIMEText中，才是一封完整的邮件：

**from** email **import** encoders

**from** email.header **import** Header

**from** email.mime.text **import** MIMEText

**from** email.utils **import** parseaddr, formataddr

**import** smtplib

**def** **\_format\_addr**(s):

name, addr = parseaddr(s)

**return** formataddr((Header(name, 'utf-8').encode(), addr))

from\_addr = input('From: ')

password = input('Password: ')

to\_addr = input('To: ')

smtp\_server = input('SMTP server: ')

msg = MIMEText('hello, send by Python...', 'plain', 'utf-8')

msg['From'] = \_format\_addr('Python爱好者 <%s>' % from\_addr)

msg['To'] = \_format\_addr('管理员 <%s>' % to\_addr)

msg['Subject'] = Header('来自SMTP的问候……', 'utf-8').encode()

server = smtplib.SMTP(smtp\_server, 25)

server.set\_debuglevel(1)

server.login(from\_addr, password)

server.sendmail(from\_addr, [to\_addr], msg.as\_string())

server.quit()

我们编写了一个函数\_format\_addr()来格式化一个邮件地址。注意不能简单地传入name <addr@example.com>，因为如果包含中文，需要通过Header对象进行编码。

msg['To']接收的是字符串而不是list，如果有多个邮件地址，用,分隔即可。

**发送附件**

如果Email中要加上附件怎么办？带附件的邮件可以看做包含若干部分的邮件：文本和各个附件本身，所以，可以构造一个MIMEMultipart对象代表邮件本身，然后往里面加上一个MIMEText作为邮件正文，再继续往里面加上表示附件的MIMEBase对象即可：

*# 邮件对象:*

msg = MIMEMultipart()

msg['From'] = \_format\_addr('Python爱好者 <%s>' % from\_addr)

msg['To'] = \_format\_addr('管理员 <%s>' % to\_addr)

msg['Subject'] = Header('来自SMTP的问候……', 'utf-8').encode()

*# 邮件正文是MIMEText:*

msg.attach(MIMEText('send with file...', 'plain', 'utf-8'))

*# 添加附件就是加上一个MIMEBase，从本地读取一个图片:*

**with** open('/Users/michael/Downloads/test.png', 'rb') **as** f:

*# 设置附件的MIME和文件名，这里是png类型:*

mime = MIMEBase('image', 'png', filename='test.png')

*# 加上必要的头信息:*

mime.add\_header('Content-Disposition', 'attachment', filename='test.png')

mime.add\_header('Content-ID', '<0>')

mime.add\_header('X-Attachment-Id', '0')

*# 把附件的内容读进来:*

mime.set\_payload(f.read())

*# 用Base64编码:*

encoders.encode\_base64(mime)

*# 添加到MIMEMultipart:*

msg.attach(mime)

**小结**

使用Python的smtplib发送邮件十分简单，只要掌握了各种邮件类型的构造方法，正确设置好邮件头，就可以顺利发出。

构造一个邮件对象就是一个Messag对象，如果构造一个MIMEText对象，就表示一个文本邮件对象，如果构造一个MIMEImage对象，就表示一个作为附件的图片，要把多个对象组合起来，就用MIMEMultipart对象，而MIMEBase可以表示任何对象。它们的继承关系如下：

Message

+- MIMEBase

+- MIMEMultipart

+- MIMENonMultipart

+- MIMEMessage

+- MIMEText

+- MIMEImage

这种嵌套关系就可以构造出任意复杂的邮件。你可以通过[email.mime文档](https://docs.python.org/3/library/email.mime.html)查看它们所在的包以及详细的用法。